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Abstract—The malicious code on the network is increasingly rampant that the traditional detection method of characteristic code has been difficult to deal with malicious code, with features of various variants, deformations and other problems. In this paper we present a new static analysis model based on software fingerprint to distinguish malicious codes. Through obtaining the software call graph by disassembling the binary file and mapping it as an image, shape moments can be obtained as the software fingerprint based on the retrieval theory of content image, combined with moment theory and the image's color, texture and shape features. The idea of pattern matching is used to measure the extracted software fingerprint similarity to determine whether it is malicious code or not. Then, we analyze the collected program samples. Test and verify whether the program has good performance in uniqueness, invariability and sensibility.
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I. INTRODUCTION

With the rapid popularization of Internet and corporate information technology acceleration, the computer is a great convenience to people's lives, whether it is shopping, leisure or work and more obvious the importance of the Internet, but due to the openness of the Internet and flexible application and operating system vulnerability so that people can enjoy the benefits brought by the computer at the same time, also is experiencing distress and abuse of all kinds of malicious code threats to network security events increased year by year. Network security incidents, the most serious harm caused by malicious code, causing huge economic losses to the country as a whole, society and the individual, information security has become a major challenge facing. Domestic and foreign researchers turned to the semantics of malicious code, trying to judge the signatures of the two deformation malicious code through the instruction-level semantics rather than program syntax, further can determine whether the deformation of the malicious code. Trying to evade detection of malicious code, malicious codes are disassembled and for standardization or stack analysis system call for the use of fuzzy transformation technology to discriminate. In recent years, the researchers also uses malicious code detection technology engineering methodology, based on feature detection based on the application of malicious code detection technology based on data mining and machine learning.

However, while foreign research scholars during the malicious code detection and anti-virus software R & D, the attacker malicious code using anti-debugging techniques, anti-Hook technology, to detect whether the code being debugged, the to find themselves debugger or analysis environment, malicious code using fuzzy transform technique and a series of anti-debugging measures show some non-anomalous behavior of the code, so as to protect their own purposes. In this process, we need manually assistive technology. Most automated virus analysis software only to capture some of the behavior, security experts need further analysis and screening of experimental results, and finally determine the extent of the harm of malicious behavior.

In summary, the malicious code on the network more and more rampant code detection method for the traditional characteristics of difficult to deal with malicious code variants, deformation problem, solve the problem of the detection of unstable deformation caused due to malicious code upgrade has become a research focus and difficulty, but also of the issues that must be resolved key issues.

II. RELATED TECHNOLOGY RESEARCH

Malicious code analysis is to extract the characteristics of malicious code and then the malicious code detection of the foundation and prerequisite. In accordance with the process of analysis, whether to execute malicious code, malicious code analysis technology is divided into two types of static analysis and dynamic analysis technology.

1) Static analysis techniques

The static analysis technical analysis method does not perform binaries, such as disassembly, source code analysis, binary statistical analysis, decompile, belong to the reverse analysis methods [1,2]. Determined by static analysis of malicious code after its general structure, the feature string, feature code section [3]. Analysis of disassembled code can also get the program execution flow chart to determine whether a piece of the system what impact. Currently, analysis of malicious code and the evaluation software security work, based on a static analysis method is one of the most mainstream ways. In essence, both the normal code and malicious code, they are composed of data structures, and computer instructions, in the static analysis process based on whether or not to consider the semantics of computer instructions constitute a malicious code, the static analysis
method is divided into two types, i.e. based on code analysis and behavior-based analysis.

2) **Dynamic analysis techniques**

Dynamic analysis method is the executable code up and running, all operations in a controlled environment to run malicious code, monitor the entire code, to observe changes in the status and implementation process, during the execution of a variety of data. Dynamic analysis tools include: network activity monitoring tool TcpView, dynamic debugging tool OllyDbg, disassemble tool IDA Pro, and so on. The most widely used controlled environment is the "virtual machine", a computer system with malicious code analysis environment isolation, specialized monitoring tools for real-time monitoring of code in the process of implementation. Dynamic analysis in accordance with whether to consider the malicious code semantic features, will be divided into two ways, namely external observation and tracking debugging method [6].

**III. SOFTWARE FINGERPRINT**

In the process of software static analysis, because of the software has certain files or specific sequence (such as instruction, etc.) .It can’t be used in the static analysis of software from the macroscopic angle, causing not structure of fingerprint extraction software quickly. In order to meet this requirement, this paper research in this field is introduced to the theory of complex network, to study the flow diagram of software. Attempts to research software call graph obtained structure characteristics of software as the structure of software fingerprint [8].

Call graph is a description of the software program functions (methods) to call the relationship between the function of a directed graph, it reflects the static abstract structure of the program is the basis for the process control flow graph constructed. In contrast, it is a relatively simple control flow graph [6]. This article discusses the call graph is defined as follows:

**Definition 1:** Assume that the software call graph is a directed graph. It can be expressed as \( G = (V, E) \), \( V \) represents a collection points to the node and \( E \) represents a collection directed edges of the graph. Assume \( u, v \in V \), directed edges can be represent as \((u, v)\),That function \( u \) call function \( v \).

Figure 1 shows the sample code corresponding to the program graph.

**Definition 2:** Software call graph can be expressed as \( \text{CallGraph} = (V, E) \). All functions \( \{f_1, f_2, f_3, ..., f_n\} \) and all nodes \( V = \{v_1, v_2, v_3, ..., v_n\} \) corresponded in the program. The relationship of software calls with edges in the software call graph \( E = \{v_j \rightarrow v_j, v_j, v_j \in V\} \) corresponded in the program. In the software call graph, \( \text{in deg } ree \) represents the in-degree of the function \( f_i \), \text{out deg } ree \) for out-degree. \text{call}_{i,j} for the relationship between \( f_i \) and \( f_j \). If \( f_i \) calls \( f_j \), then \text{call}_{i,j} = 1 \), otherwise \( \text{call}_{i,j} = 0 \).

According to the above definition, software call graph can be described as an abstract ternary matrix \((\text{in deg } ree, \text{out deg } ree, \text{call})\). We call this matrix as software structure matrix. Figure 2 for the sample program call graph and its corresponding software structure matrix.

**IV. IMPLEMENTATION**

1) **Content-based image retrieval technology**

With the rapid development of multimedia technology and the Internet, the image retrieval of information resources has become the focus. The researchers have proposed content-based image retrieval. Herein software fingerprint matches generated a large amount of data can be well combined with the technology for processing [7].

Content based image retrieval is the use of image content to achieve a comprehensive image retrieval technology, according to the characteristics of the image content as well as combinations of features directly from the image library to identify images containing specific content. Ship will feature extraction based on the characteristic of the image content, into three levels. In the original image, the first level is the low-level feature layer and content-based image retrieval technology is at this level, with characteristics such as color, texture, contour and shape; second layer is the object semantic layer that contains object classes and their spatial relationships. The third layer is abstract semantic, it will image content and more abstract concepts of reality, including emotional scenes and behavior. Their hierarchical relationship is shown in Figure 3.

**Figure 1** Example program and its procedures call graph

**Figure 2** illustrates the program's call graph and the corresponding software structure matrix

**Figure 3**
The central moments can be calculated. We calculate and obtain \( \phi_i \), and thus constitutes the moment invariants.

- **Structure matrix to RGB color space mapping**
  RGB color space can be used to represent the color of a set of vectors \((a, b, c)\). This software call graph abstract structure matrix consisting of a three element matrix \((in \ deg \ ree, out \ deg \ ree, call)\) consistency in the number of elements. So the structure matrix call graph are mapped to the RGB color space transformation through certain methods, so the problem is transformed to the graphics, this will be an easy access to the software structure of fingerprint. Transformation method such as the formula:

\[
r = (in \ deg \ ree, - min(out \ deg \ ree)))/(max(out \ deg \ ree) - min(out \ deg \ ree)) * 255
\]

\[
g = (out \ deg \ ree, - min(out \ deg \ ree))/(max(out \ deg \ ree) - min(out \ deg \ ree)) * 255
\]

\[
b = \begin{cases} 255 & \text{call} \neq 1 \\ 0 & \text{call} = 1 \end{cases}
\]

3) **The Moment Invariant software-based fingerprint extraction**
Due to the expression of Hu moment invariants are available trigonometric invariance launch. As follows:

\[
\begin{align*}
\phi_1 & = \cos \gamma_1 + \sin \gamma_1 \\
\phi_2 & = \cos(2\gamma_1 - 2\gamma_2) \\
\phi_3 & = \cos(3\gamma_1 - 3\gamma_2) \\
\phi_4 & = (\cos^2 \gamma_1 + \sin^2 \gamma_1)(\cos^2 \gamma_2 + \sin^2 \gamma_2)\cos(\gamma_1 - \gamma_2) \\
\phi_5 & = (\cos^2 \gamma_1 + \sin^2 \gamma_1)(\cos^2 \gamma_2 + \sin^2 \gamma_2)\cos(3\gamma_1 - 3\gamma_2 - \gamma_1 - \gamma_2) \\
\phi_6 & = (\cos^2 \gamma_1 + \sin^2 \gamma_1)(\cos^2 \gamma_2 + \sin^2 \gamma_2)\cos(2\gamma_1 - \gamma_2 - \gamma_1) \\
\phi_7 & = (\cos^2 \gamma_1 + \sin^2 \gamma_1)(\cos^2 \gamma_2 + \sin^2 \gamma_2)\cos(3\gamma_1 - 3\gamma_2 - \gamma_1 - \gamma_2)
\end{align*}
\]

Proved by the complex nature of moment invariants and discussion, our research focus on how to select the two-dimensional density distribution function \( f(x, y) \). The gradation of the image (density) is defined as \( f(x, y) \).

- **Image gray value**
Image gray is the brightness of the image, simple to say is the image color depth. Grayscale range is generally from 0 to 255, white 255, black is 0, so the gray-scale image is a black and white image, use is widespread in the medical field of image recognition.

  b) **Structure matrix conversion to gray value**
Using floating-point images will be converted to grayscale. Gray value is the two bit image density distribution function \( f(x, y) \). RGB color space obtained in the above is seen as the size of the two-dimensional image \( f(x, y) | x = 0, \ldots, N; y = 0, \ldots, N \) of the parcel of \( N \times N \). Using discrete instead of integral to calculate the two-dimensional \( p + q \) *order moment, get

\[
m_{pq} = \frac{1}{N^2} \sum f(x, y) \delta(x - p, y - q)
\]

Finally calculate Hu deduced seven invariant moments \( \phi_1, \phi_2, \phi_3, \phi_4, \phi_5, \phi_6, \phi_7 \), and thus constitutes the feature vector based the Moment Invariant software architecture fingerprint.

**V. SIMILARITY MEASUREMENT AND ANALYSIS OF EXPERIMENTAL RESULTS**

1) **Similarity measurement**
Image similarity measure is based on the extracted image content features, the use of the degree of similarity of the image feature comparison of the degree of similarity of the image itself. Being the image's color, shape and texture, and other visual characteristics is considered to be characterized in the first hierarchy, having relatively objective characteristics. Image similarity measure difficulties are mainly concentrated in the first level, the characteristics of color, shape and texture of the image similarity measure. We say that the two images is similar, their characteristics so similar, so we must first extract the features then determine the similarity in content-based image retrieval technology. Typically, the image visual characteristics similar method is the most commonly used measure is the vector space model. Visual characteristics as a point in the feature space, by calculating the degree of proximity between the two points to measure the degree of similarity between the image feature. In this paper, we use the Euclidean distance:

\[
EUD = \sum_{i=1}^{n} (A_i - B_i)^2
\]

The Euclidean distance is calculated and the square of the difference of the two vectors A and B correspond to the respective component. This distance has a good effect, the calculation is not complicated. In this paper we use Euclidean distance.

2) **Experimental results and analysis**
This paper selects 200 program samples as a test case, concentrated samples including 150 normal and 50 malicious programs.

  a) **Software uniqueness of fingerprints**
Through the sampling analysis, this section of the 200 program sample to carry on the research analysis, extraction software structure of fingerprint, choose some representative
as table II shows. Analyze the data in the table can be drawn from table III, oicq99b2, oicq99c, qq2000b0425, qq2000c0630 and qq2000c1230b the software structure exactly the same fingerprint, the software oicq beginning in 2000 renamed qq, but the structure of the five software version is exactly the same fingerprint, indicating Although the software upgrade after the instruction-level changes such as inserting garbage instruction, the register rename code exchange, instruction substitution and change, will not change as long as the program's function call relationship does not change its software architecture fingerprint.

c) The software fingerprint of sensitivity
In order to verify the software structure of fingerprint is sensitive, by selecting a program sample, minor changes to the software, in the call graph, to take a random cut an edge, random add a edge and random change one side, then the structure of fingerprint software call graph by extracting after the change, between calculation and the original call graph structure of fingerprint distance, to verify its better sensitivity. The results are as shown in table IV.

From table IV, with good sensitivity, based on the software structure of the call graph fingerprint function call level changes in the relationship will lead to Changed in the software architecture fingerprint.
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