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Abstract—Over the last decade, Cloud computing is the most effective technology in the field of computing. The vast development in cloud has several reasons like, on-demand service, elasticity, flexibility of workspace, etc. It also reduces the capital investment for small scale companies by allowing the users to work with cloud server instead of their own. Cloud storage is a service to users to store, manage and maintain their data in the cloud environment. Cloud storage servers are geographically located in a distributed manner, which increase the vulnerability of the user data. Despite the technical and business improvement, the security remains as a threat to the users. In some scenarios, even the CSP’s may not be trustworthy. While decrypting the data in cloud for processing, CSP’s have a possibility to look into the user’s data. To avoid such problems, research came with an idea of Homomorphic Encryption (HE) technique, in which it allows to perform operations like addition and multiplication on the encrypted data. With this effective encryption scheme, the cost for decrypting the data on every operation you perform and cost of re-encrypting can be eliminated. This paper intends to presenta historical perspective and overview of homomorphic encryption algorithms which is been developed by the researchers in the recent years.
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I. INTRODUCTION

Homomorphic is a word derived from ancient Greek terminology. Homos, is a Grecian words which means “same” and Morphe, means “shape”, put together it is coined as homomorphism and used in modern algebra to represent a map between two algebraic structure (groups) that preserves the operations of the structures (i.e.) a function \( f : G \rightarrow H \) between two groups is homomorphic when, \( f(x \cdot y) = f(x) \cdot f(y) \ \forall \ x, y \in G \). Here, \( f \) is a function, which takes the input from a group and performs operation (addition and multiplication) to map with the other set.

The word “Homomorphic encryption” became popular in the field of cryptography as the third party data storage become popular. Rivest was the first researcher to give an idea to implement homomorphism in encryption. In 1978, after a little while developing a successful RSA security algorithm, Rivest introduced the idea of incorporating the homomorphic property in the encryption technique on his research paper, “On Data Banks and Privacy Homomorphism”, which focused on a sensitive bank-loan customer data [1]. Later in the same year Rivest et al., proposed few more homomorphic encryption algorithms, which included the “Partially Homomorphic RSA algorithm”.

But the practical implementations were not done as it was vulnerable to various attacks.

Due to the lack of practicality and hardware issues, the research on homomorphic encryption was little lagging in 1980’s and 1990’s. Later in 2000s, as cloud computing started emerging and drastic development in using the third party storage service made the researcher to focus back on Homomorphic Encryption with higher attention[7,8]. The researcher named Craig Gentry from Stanford University developed the first practical “Fully Homomorphic Encryption” in 2009. But originally it was “Somewhat Homomorphic Encryption”, which is limited to perform some operation on the cipher text. The homomorphic operation on Gentry’s work was limited because the noise is attached with cipher text and increases in each operation. After Gentry’s research, there were several concrete developments. This paper presents a detailed review on the improvements of Homomorphic Encryption (HE) both in the theory and implementation.

Figure.1 represent the simple Homomorphic Encryption on cloud environment. Initially, the user encrypts the data using a secure encryption technique which supports homomorphic operations on cipher text viz. the user encrypts the data with RSA algorithm, which supports multiplicative homomorphic operation. Later the encrypted data is send to Cloud Service Provider (CSP) to store in the Cloud Storage Server [12, 13].

In step 4, the Cloud user requests the CSP to perform a particular operation \( (func(x)) \) on top of the cipher text. In step 5, the CSP perform the user requested function on the cipher text without disturbing the original content. Later the encrypted results were stored back in the cloud itself. While the cloud user decrypts the encrypted data with the private key, the modified result will be displayed[2]. By this advanced encryption technique, it is possible to perform operation on the server side without needing the user’s private key.

Fig.1. Simple workflow of Homomorphic Encryption in Cloud Environment
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II. HOMOMORPHIC ENCRYPTION TECHNIQUES

A Homomorphic encryption (HE) is a technique, which allows the users to carry out the computational operations on top of the cipher text without modifying the data format or compromising the security of the cloud system [1, 11]. This homomorphic encryption has two major operations or functionalities. (1) Multiplicative and (2) Additive Homomorphic Encryption.

Definition: 1: Multiplicative Homomorphic Operations:
An encryption scheme is called as Multiplicative Homomorphic Encryption, if,
\[ E(a \times b) = E(a) \times E(b) \quad \forall a, b \in \mathbb{Z} \]
Where ‘E’ represents encryption and ‘n’ represents a set of all possible messages.

Definition: 2: Additive Homomorphic Operations:
An encryption scheme is called as Additive Homomorphic Encryption, if,
\[ E(a + b) = E(a) + E(b) \quad \forall a, b \in \mathbb{Z} \]
Where ‘E’ is encryption and ‘n’ is set of all possible messages.

To develop a practical Partial Homomorphic Encryption (PHE), additive or multiplicative [14, 15] functions are the only option to perform homomorphic operation on top of the encrypted data because any Boolean circuit can be designed only through XOR and NAND gate, where XOR performs the addition and NAND performs the multiplication. As far as the PHE is concerned, the various encryption schemes developed so far are based on additive or multiplicative operation only.

III. PARTIAL HOMOMORPHIC ENCRYPTION (PHE)
PHE was the first homomorphic encryption which was introduce by Rivest in 1976. But it was not named as Partial Homomorphic Encryption rather it was called a Privacy Homomorphism [3]. PHE allows a single operation to perform unlimited times on the encrypted data viz. it allows performing addition or multiplication operation ‘n’ number of times.

There are several popular PHE algorithms. This section will describe about those encryption technique and its advantages.

A. RSA Algorithm (1976)

RSA algorithm was developed in 1976 by Rivest, Shamir and Adleman. It is one of the first globally acceptable Asymmetric key encryption. RSA algorithm [2] was an idea attributed from Diffie-Hellman encryption scheme which was published on the same year. The homomorphic property of the RSA was later published in 1978. It follows three general steps as, (i) Key generation (ii) Encryption (iii) Decryption. RSA follows a multiplicative homomorphic operation on the encrypted data.

RSA Key Generation:
Chose a large possible prime number, say ‘p’ and ‘q’. Here, \( n = p \times q \); \( \Phi = (p - 1) \times (q - 1) \). Then find, \( \lambda = \text{LCM} \left( (p - 1), (q - 1) \right) \). Chose any coprime ‘p’ number between 1 and \( \lambda \) (i.e.) ! \( 1 < e < \lambda \) choose ‘d’ by modular inverse multiplicative \( d = e \mod \lambda \).

RSA Encryption:
The public keys are ‘n’ and ‘e’. Encryption, \( c(m) = m \mod (n) \). ‘m’ is message \( m < n \).

RSA Decryption:
By using private key ‘d’, decryption can be performed by, \( m = c^d \mod (n) \); ‘c’ is cipher text.

Homomorphic Property:
Consider two messages \( m_1 \) and \( m_2 \), \( m^e \mod (n) = m_1^e \mod (n) \times m_2^e \mod (n) \),
\[ m^e \mod (n) = (m_1 \times m_2)^e \mod (n) \]
From this, RSA supports the multiplicative homomorphic encryption technique. This scheme doesn’t support additive homomorphic encryption.

Attacks on RSA Algorithm:
RSA algorithm has number of security vulnerability in the plain text [9]. While choosing a lower prime value for ‘e’ it is possible to identify the decryption key. And also RSA algorithm is vulnerable against chosen cipher text attack (CCA) and adaptive chosen cipher text attack (CCA2). So performing homomorphic on RSA algorithm is not secure. In 1978, Rivest et al. accepted the vulnerability and the lack of security in using homomorphism in RSA algorithm.


Goldwasser - Micali cryptosystem was developed in 1982, which was the first probabilistic based PKE system. It is semantically secure under the assumptions of standard cryptographic. But the GM encryption technique is not efficient as the cipher texts are very large compared to the plain text. GM supports the additive homomorphic encryption but it doesn’t support multiplicative operations.

GM Key Generation:
Chose a large possible prime value, say ‘p’ and ‘q’. Here, \( n = p \times q \); where ‘p’, ‘q’ should be random and independent. Find ‘a’ where \( a^p \equiv 1 \mod p \); \( a^q \equiv 1 \mod q \).

Where ‘a’ and ‘n’ are public keys and ‘p’ and ‘q’ are private keys.

GM Encryption:
Encode the message as string of bits $m_1, m_2 \ldots m_n$. For every bit $m_i$ senders creates a random bit $b_i$ where, $gcd(b_i, N) = 1$; $c_i = b_i^r \cdot a^{m_i} (\text{Mod} N)$ Where $c_i$ is the cipher text of messagem$_i$

GM Decryption:

Cipher Text $(c_1, c_2 \ldots c_n)$ can be decrypted by the private keys factorization of ‘p’ and ‘q’. Receiver determines whether the value $c_i$ is quadratic residue. If it is quadratic residue, $m_i = 0 \text{ or } m_i = 1$

Homomorphic Property:

The GM encryption scheme has additive homomorphic property (i.e.) it uses XOR operation on the encrypted data. Consider the message bits $m_1$ and $m_2$ and their cipher bits are $c_1$ and $c_2$, 
$c_1, c_2 \text{ (Mod} N) = \text{Dec}(m_1 \text{XOR} m_2)$ where Dec is Decryption.

C. ElGamal Algorithm (1985)

Elgamal Encryption method was developed by Taher Elgamal in 1985. The basic ideology of Elgamal algorithm is DH Key exchange algorithm. It supports multiplicative homomorphic operation. The below section describes the working model of Elgamal Encryption technique.

Elgamal Key Generation

Sender creates an efficient cyclic group ‘G’ of order ‘n’ and chooses a random value $x \in \{1, 2 \ldots q - 1\}$. Sender computes the value of $y = g^x$. Where $y$, $q$, $g$ as public key and ‘x’ as public key.

Elgamal Encryption

Sender computes $c_1 = g^y$ and computes $s = y^r$ where $r$ is random number which belongs to $\{1, 2 \ldots q - 1\}$ and converts the message $m$ into $m' \in G$ and computes $c_2 = m'. s$ ; where $s$ is the shared secret key.

Elgamal Decryption

To decrypt $c_1$ and $c_2$ with the private keys, find the shared secret key $s = c_1^r$; Where ‘$y$’ is the secret key. Then decrypt by, $c_2.s^{-1} = m.g^x . g^{-xy} = m$ where $m'$ is message.

Homomorphic Property

Elgamal supports a multiplicative homomorphic encryption. Consider two encryptions such as, $(c_{11}, c_{12})$ and $(c_{21}, c_{22})$ where $(c_{11}, c_{12}) = (g^r, m_1 \cdot y'^1)$ and $(c_{21}, c_{22}) = (g^r, m_2 \cdot y'^2)$, here $r_1$ and $r_2$ are randomly chosen. $(C_{11}, C_{12})(C_{21}, C_{22}) = (C_{11}. C_{21}, C_{12}. C_{22})$ is equal to $(g^{ri1+ri2}, (m_1, m_2) y_{1+i12})$. Elgamal doesn’t support additive homomorphism.

D. Pallier Cryptosystem (1999)

Pallier Cryptosystem [5] was developed by Pascal Pallier in the year 1999. It also supports additive homomorphic operations.

Pallier Key Generation

Chose two numbers, say $p, q$ which should be independent to one another.$gcd(pq, (p - 1)(q - 1)) = 1, n = p \cdot q$; $\lambda = lcm(p - 1, q - 1)$. Choose an integer $g$ by checking $gcd(n, L(g^k \text{ mod } n^2))^{-1} = 1$ in which $L(x) = \frac{x-1}{n}$
Here, public keys and private keys are $(n, g)$ and $(p, q)$ respectively.

Pallier Encryption

A number $r$ is chosen randomly. Encrypt by, $c = g^m \cdot r^n \text{ mod } n^2$ where $0 < r < n$ and $0 < m < n$

Pallier Decryption

To compute the plain text from cipher text $c, m = L(C^k \text{ mod } n^2) \mu \text{ mod } n$Decryption is exponential modulo of $n^2$.

Homomorphic Property

Pallier Cryptosystem supports additive homomorphic property and also it was first proposed to implement voting system. But Pallier Cryptosystem does not support multiplicative homomorphism.

TABLE I

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Homomorphic</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Additive</td>
</tr>
<tr>
<td>Diffie - Hellman Key Exchange</td>
<td>$\times$</td>
</tr>
<tr>
<td>GM Algorithm</td>
<td>$\checkmark$</td>
</tr>
<tr>
<td>RSA Algorithm</td>
<td>$\times$</td>
</tr>
<tr>
<td>Elgamal Algorithm</td>
<td>$\checkmark$</td>
</tr>
<tr>
<td>Benoloh Algorithm</td>
<td>$\checkmark$</td>
</tr>
<tr>
<td>Okamoto and Uchiyama Algorithm</td>
<td>$\checkmark$</td>
</tr>
<tr>
<td>Elliptic curve Cryptography</td>
<td>$\checkmark$</td>
</tr>
<tr>
<td>Pallier</td>
<td>$\checkmark$</td>
</tr>
</tbody>
</table>

These are all the various Partial Homomorphic Encryption (PHE) techniques. Table I represents the homomorphic property of PHE algorithms. The next section will describe about the important Somewhat Homomorphic encryptions.

IV. SOMEWHAT HOMOMORPHIC ENCRYPTION

There are several Somewhat Homomorphic Encryption (SWHE) are globally accepted. One of the popular methods is BGN encryption scheme. This scheme was developed by Boneh-Goh-Nissim at Stanford University, which is also the first practical Somewhat Homomorphic Encryption.

Before this encryption scheme, all the operations are limited to addition or multiplication only. This scheme gave a
major advancement towards the practical Fully Homomorphic Encryption.

A. BGN Algorithm

BGN algorithm computes a 2-DNF value over the encrypted cipher text and so it supports arbitrary number of addition and multiplication without changing the cipher text size constant. The hardness of the algorithm depends on the subgroup decision problem.

BGN Key Generation

The public key are \((n, G, G_1, e, g, h)\). Such that, \(e: G \times G \rightarrow G_1\) where \(G_1\) and \(G_2\) are groups of order \(n\). Here, \(n = q_1 \cdot q_2\) and \(h = u^{q_2}\). is kept secret.

BGN Encryption

A random number \(r\) is created, where \(0 < r < n - 1\) and encryption can be done by the following function, \(c = g^m, h^r \mod n\).

BGN Decryption

To decrypt, find the \(c'\) and \(g'\), where \(c' = (g^mh)^{q_1}\) and \(g' = g^{q_1}\) and decryption can be done by, \(m = \log_{g'}c'\) Where \(m\) is the plain text.

Homomorphic Property

BGN follows both the additive and multiplicative property of the homomorphism \(c_1, c_2 = (g^{m_1}, h^{r_1} \mod n)\) and \((g^{m_2}, h^{r_2} \mod n)\) and \(c_1, c_2 = g^{m_1 + m_2}, h^{r_1}\) This makes the BGN encryption scheme as additive homomorphic encryption.

The homomorphic multiplication of \(M_1\) and \(M_2\) using the Cipher text \(c_1\) and \(c_2\).

\[
e(c_1, c_2)h_1^{r_1} = e(g^{m_1, h^{r_1}}, g^{m_2, h^{r_2}} \mod n)h_1^{r_1}\]

This makes the BGN encryption scheme as multiplicative homomorphic encryption. The major disadvantage of BGN scheme is the size of the ciphertext increase as operation increases, though the level of noise in the cipher is also getting increase in every iteration. So, it was very difficult to implement BGN algorithm in real time. To overcome this issue, Fully Homomorphic Encryption is proposed. The upcoming section will describe the Gentry FHE Scheme in detail.

V. FULLY HOMOMORPHIC ENCRYPTION

Fully Homomorphic Encryption (FHE) allows the CSP to perform unlimited number operation like addition, multiplication, sorting for unlimited number of times [11, 13]. The first practical FHE was proposed by Craig Gentry in his Ph.D. thesis in the year 2009. Gentry’s proposed scheme has designed a general framework for FHE scheme. The algorithm proposed by Gentry is based on the ideal lattice property.

A. BGN Algorithm

BGN algorithm computes a 2-DNF value over the encrypted cipher text and so it supports arbitrary number of addition and multiplication without changing the cipher text size constant. The hardness of the algorithm depends on the subgroup decision problem.

BGN Key Generation

The public key are \((n, G, G_1, e, g, h)\). Such that, \(e: G \times G \rightarrow G_1\) where \(G_1\) and \(G_2\) are groups of order \(n\). Here, \(n = q_1 \cdot q_2\) and \(h = u^{q_2}\). is kept secret.

BGN Encryption

A random number \(r\) is created, where \(0 < r < n - 1\) and encryption can be done by the following function, \(c = g^m, h^r \mod n\).

BGN Decryption

To decrypt, find the \(c'\) and \(g'\), where \(c' = (g^mh)^{q_1}\) and \(g' = g^{q_1}\) and decryption can be done by, \(m = \log_{g'}c'\) Where \(m\) is the plain text.

Homomorphic Property

BGN follows both the additive and multiplicative property of the homomorphism \(c_1, c_2 = (g^{m_1}, h^{r_1} \mod n)\) and \((g^{m_2}, h^{r_2} \mod n)\) and \(c_1, c_2 = g^{m_1 + m_2}, h^{r_1}\) This makes the BGN encryption scheme as additive homomorphic encryption.

The homomorphic multiplication of \(M_1\) and \(M_2\) using the Cipher text \(c_1\) and \(c_2\).

\[
e(c_1, c_2)h_1^{r_1} = e(g^{m_1, h^{r_1}}, g^{m_2, h^{r_2}} \mod n)h_1^{r_1}\]

This makes the BGN encryption scheme as multiplicative homomorphic encryption. The major disadvantage of BGN scheme is the size of the ciphertext increase as operation increases, though the level of noise in the cipher is also getting increase in every iteration. So, it was very difficult to implement BGN algorithm in real time. To overcome this issue, Fully Homomorphic Encryption is proposed. The upcoming section will describe the Gentry FHE Scheme in detail.

VI. CONCLUSION

In order to increase the level of the security in the cloud services, researchers are developing several Public Key Encryptions (PKE). In addition to that, the homomorphic encryption scheme and its important has opened the eye for performing computation on top of the cipher text in the cloud environment. In this regard this paper detailed about implementing the various homomorphic encryption in cloud computing in a theoretical perspective. In future, an effective homomorphic encryption scheme will be developed with reduced overhead.
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