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Abstract—In recent years, mobile technology and mobile-device have been rapidly developed. Since mobile devices collect and transmit large amounts of private information about users, malicious applications will pose a significant threat to the privacy and property security of the individual. Openness is a crucial factor why Android becomes the most popular mobile operate system, but it also results the Android system vulnerable to malware. In this paper, the n-gram opcode is employed to describe the applications, and then a static analysis method based on genetic algorithm and support vector machine is used to detect applications with malicious behaviors.
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I. INTRODUCTION

The rapid development of mobile Internet technology and mobile device has brought much convenience to people’s life. The openness of Android platform has attracted most developers and users. Applications of Android platform provide effective services to user and collect huge private information of users. It also provides a new way for cyberattacks to make money illegally. During the whole year of 2016, users whose infected by programs with malicious behavior, the average number of malware infections was about 700,000 per day [1]. In terms of the number of malware, 360 Internet Security Center counted that there are 140.33 million novel malware samples for Android platform in 2016, with an average of 38,447 per day [2]. As malware grows rapidly, antivirus needs to be updated more frequently and quickly to accommodate malware development.

In this paper, we propose a novel and efficient method to detect Android malware based on n-gram analysis and Support Vector Machine (SVM). Genetic Algorithm (GA), a heuristic algorithm, is used to improve the grid search to decrease time consumption of obtaining the optimal SVM model. The results indicate that the proposed method is able to effectively and efficiently classify Android malware.

The rest of this paper is as follows. Section II reviews previous work in detection of Android malware. Our proposed method is described in detail in section III, and the configuration and the results of experiments are discussed in Section IV and Section V. Finally, Section VI concludes this article.

II. RELATED WORK

Numerous research studies on the area of Android malware detection, especially in recent years. There are two types of malware detecting: static analysis and dynamic analysis [2]. The difference between those methods is that the detected software will not be ran in static method [3-6]. On the contrary, dynamic analysis method monitors the process when the application is running in the virtual machine, sandbox, even in the real environment [7-11]. Also, some hybrid methods, combined static and dynamic analyses, are also proposed addressing the malware classifying problem [7, 12-14].

A. Static Approaches

Flow Droid is a context, flow, field, object-sensitive and lifecycle-aware static taint analysis tool for Android applications[4]. Enck et al. proposed Kirin which classified the malicious applications by checking the permission of android applications [6]. In [5], an SVM based method is introduced to classify android malwares.

B. Dynamic Approaches

“Andromaly” is a host-based Malware detection system [8]. The system monitors various features and events obtained from the Android device continuously. In [9], security specifications which are extracted from Manifest files of application are compared to the data flows in ScanDroid.

C. Hybrid Approaches

Mobile-Sandbox, a static and dynamic analyzer combined with machine-learning algorithm, runs application in a sandbox for detecting malicious [7]. A hybrid approach, combined application analysis and generation algorithm, is proposed to classify the malware [12]. Both the static and dynamic analysis techniques are employed in this approach.

D. N-Gram, SVM and GA

N-gram is introduced in the malicious detection filed in 2004 [15], the method is employed on bytecode. In [3], N-Gram is introduced to analysis the byte code of application to extracted feature vectors, which combines SVM to classify the malware. However, the Training set was created based on known Benign/Malware application's features; it can only detect known vulnerabilities. In 2008, Moskovich et al. proposed another n-gram method which using opcode to substitute bytecode in the computer unknown malcode detection[16]. More than 100 selected instruments opcodes, described by 7 or 10 symbols, are used to detect malware by
MOSS (Measure of Software Similarity) algorithm [17] and RF (Random Forest) [18], respectively.

SVM, the machine learning algorithm, is proposed in 1995 [19]. The aim is to find the hyper plane to classify samples. In Android malware detection, SVM and other machine learning algorithms are usually used to detect the malicious application depending on the source code [20].

The penalty parameter C and kernel function parameters selection is crucial for SVM, since those have a heavy impact on the classification accuracy of SVM classifier [21]. The grid search is widely used for finding optimal kernel parameters [22], however it is time-consuming. GAs model genetic evolution, where the characteristics of individuals are expressed using genotypes [23]. In [24], GA is introduced into SVM to find parameters for solving the bias problem and increasing the probability of correct classification of important samples.

III. ANDROID MALWARE DETECTION METHOD

A flow chart of proposed method is displayed in Figure I. The phases of the method will be explained in presented in following.

Firstly, in step 1, APK files of applications are disassembled. An Android application can be delivered as an APK file, containing a manifest file, resource files and Dalvik executable files. The apktool can disassemble the APK file and get the smali files of Dalvik instruction. Each smali file represents a single class that contains all the methods of the class. Each method contains Dalvik opcode and each instruction consists of a single opcode and multiple operands.

Secondly, in step 2, we extract opcodes from each smali file. Since some Dalvik instructions of the applications are alterable when the applications are compiled in different environment [25], those alterable instructions are ignored when we extract opcode. We only consider 7 core instructions sets as following:

1) Move: which moves the content of one register into another one
2) Invoke: which is utilized to invoke a method, it may accept one or more parameters.
3) If: which is a jump conditioned by the verification of a truth predicate
4) Return: which is used to return
5) Goto: which jump unconditionally
6) Aget: which gets an array element
7) Aput/ Iput: which put the integer value in into an array referenced

For the sake of calculation, we choose seven letters to describe the seven opcode sets in Table I.
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TABLE I. LETTERS AND OPCODE NAME

<table>
<thead>
<tr>
<th>Opcode</th>
<th>Move</th>
<th>Invoke</th>
<th>If</th>
<th>Return</th>
<th>Goto</th>
<th>Aget</th>
<th>Aput</th>
</tr>
</thead>
<tbody>
<tr>
<td>Symbol</td>
<td>M</td>
<td>I</td>
<td>I</td>
<td>R</td>
<td>G</td>
<td>T</td>
<td>P</td>
</tr>
</tbody>
</table>
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TABLE II. AN EXAMPLE OF EXTRACTED N-GRAM FREQUENCY

<table>
<thead>
<tr>
<th>n-gram</th>
<th>Vector</th>
<th>Frequency</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM</td>
<td>1</td>
<td>0.2%</td>
</tr>
<tr>
<td>MV</td>
<td>2</td>
<td>1%</td>
</tr>
<tr>
<td>MI</td>
<td>3</td>
<td>3%</td>
</tr>
<tr>
<td>…</td>
<td>…</td>
<td>…</td>
</tr>
<tr>
<td>PP</td>
<td>49</td>
<td>0.1%</td>
</tr>
</tbody>
</table>

In (1), V represents a vector of 2-gram for an application.

Fourthly, in step 4, the SVM classifier, libSVM[6], is utilized for classifying malware. We select accuracy to measure the classifier. Accuracy is defined as the ratio between the number of correctly classified samples and the number of all test samples:

\[
\text{Accuracy} = \frac{TP + TN}{TP + TN + FP + FN}
\]

In (2), TP is True Positive, FP is False Positive, TN is True Negative, and FN is False Negative. The result of a test sample always falls into one of those four basic categories.

GAs model genetic evolution, where the characteristics of individuals are expressed using genotypes. The main driving operators of a GA are selection (to model survival of the fittest) and recombination through application of a crossover operator (to model reproduction).

GA is used to generate solution (parameter set), of which the best one will be selected founded on the evaluation of a fitness function corresponding to each solution. In our method,
the accuracy of SVM classifier trained by selected parameters is considered the fitness function value of the solution.

Finally, in this step 5, a stopping criterion is defined. The algorithm repeats step 4 until a maximum number of generations, generation size, is reached and returns the optimal solution as the best result.

IV. CONFIGURATION AND SCENARIOS

The benign android applications are randomly download from google app store and a third-party store (Tencent app store). The Android malicious behavior applications are collected by the Drebin project [26]. There are 650 benign applications and 661 malware applications are used for training. The test set contains 240 malware applications and 239 benign applications.

For SVM classifier, the RBF (Radial Basis Function) kernel is used to train the SVM model, since the number of vectors is limited. There are two significant parameters need to be selected: C (Penalty factor) and gamma (RBF kernel width). In general, the higher C leads the higher variance, but the lower bias. However, that is exactly the opposite of kernel parameter gamma. As gamma increases, the variance of the RBF kernel decreases.

The ranges of C and kernel parameter gamma in RBF kernel are both range from 1 to 200. In terms of GA, mutation and crossover possibility are both set as 0.5.

We consider three scenarios to prove the effectiveness and efficiency of the method.

1) Scenario I: Accuracy and time consumption between different n-gram without GA

Scenario I intends to obtain the highest accuracy model by grid search. In this scenario, we will test the productive of the combination of n-gram selected opcode analysis and SVM. We will also display the influence of n-gram between accuracy and time cost. The grid search is used to find the best parameter set. The grid size of 1 and 10 are considered.

2) Scenario II: Accuracy and time consumption between different n-gram with GA

Scenario II aims to obtain optimal accuracy model with acceptable time consumption. In this scenario, GA is used to improve grid search to find parameter set efficiently. The grid size of 1 and 10 are considered and different parameter of GA are also employed to show the influence. In this scenario, the size of population and generation are set as 10.

3) Scenario III: Influence of GA parameters

In this scenario, 3-gram is only considered. The results with different population sizes and generation sizes will be display also to discuss their influence.

V. RESULTS

In this section, the results of the scenarios described above are investigated for the proposed algorithm as well as for without and with genetic algorithms.

A. Scenario I: Accuracy and Time Consumption between Different N-Gram without GA

The comparison between the results of 1-gram, 2-gram and that of 3-gram for scenario I is list in Table 3. 2-gram and 3-gram all obtain a classifier with about 95% accuracy, showing the n-gram analysis and SVM work well. The accuracy of 3-gram is slightly higher than that of 2-gram, but it also costs a higher time consumption. Especially when the grid size is small, the grid search method is time-consuming.

<table>
<thead>
<tr>
<th>n-gram</th>
<th>Grid Size</th>
<th>C</th>
<th>Gamma</th>
<th>Accuracy</th>
<th>Time consumption</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-gram</td>
<td>1</td>
<td>6</td>
<td>173</td>
<td>76.85%</td>
<td>4578 s</td>
</tr>
<tr>
<td>2-gram</td>
<td>1</td>
<td>53</td>
<td>112</td>
<td>94.4%</td>
<td>5348 s</td>
</tr>
<tr>
<td>3-gram</td>
<td>1</td>
<td>163</td>
<td>27</td>
<td>95.6%</td>
<td>28067 s</td>
</tr>
<tr>
<td>1-gram</td>
<td>10</td>
<td>10</td>
<td>100</td>
<td>76%</td>
<td>45 s</td>
</tr>
<tr>
<td>2-gram</td>
<td>10</td>
<td>60</td>
<td>110</td>
<td>94.2%</td>
<td>57 s</td>
</tr>
<tr>
<td>3-gram</td>
<td>10</td>
<td>200</td>
<td>30</td>
<td>95.6%</td>
<td>274.9 s</td>
</tr>
</tbody>
</table>

B. Scenario II: Accuracy and Time Consumption between Different N-Gram with GA

In this scenario, the average values of 20 times repeat experiments are presented as the results, for avoiding randomness influence of GA.

<table>
<thead>
<tr>
<th>n-gram</th>
<th>Grid Size</th>
<th>Accuracy</th>
<th>Time consumption</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-gram</td>
<td>1</td>
<td>75.6%</td>
<td>7.3</td>
</tr>
<tr>
<td>2-gram</td>
<td>1</td>
<td>93.9%</td>
<td>9.3</td>
</tr>
<tr>
<td>3-gram</td>
<td>1</td>
<td>95.4%</td>
<td>46</td>
</tr>
<tr>
<td>1-gram</td>
<td>10</td>
<td>75.6%</td>
<td>7.8</td>
</tr>
<tr>
<td>2-gram</td>
<td>10</td>
<td>93.5%</td>
<td>9.7</td>
</tr>
<tr>
<td>3-gram</td>
<td>10</td>
<td>95.1%</td>
<td>47</td>
</tr>
</tbody>
</table>

When GA is added, the accuracy values slightly decrease around 1%, however the numbers of time consumption decline drastically above 60%.

C. Scenario III: Influence of GA Parameters

The average values of 20 times repeat experiments are presented as the results.

Figure II shows the influence of the population size in accuracy value and the time consumption. During the generation size and population size rising, the average values of time consumption almost increase uniformly. However, the accuracy is not increase obviously, after the population size reached 4.
and efficiency of proposed method.
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We have presented a novel method to detect malicious behavior applications by extracting n-gram opcode from the apps and using a hybrid algorithm to classify those applications. The experiments results indicate the effectiveness and efficiency of proposed method.
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