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Abstract. Composition technology is the key factor of component based software development. Assembling component models to derive interaction test cases is a common way of component interaction testing; however, one of the consequences is the difficulty to test different component models sufficiently and the other is state explosion problem. We propose a method to generate interaction testing suite based on the composition of unit test case. The proposed method is a generally-used way for interaction testing and could meet the demand of appointed test criteria.

Introduction
Component-Based Software Development (CBSD) is the process of building software system by assembling existing components. Although unit testing can validate the correctness of local module [1], interaction errors may be still existed during component composition in practice [2], so component interaction should test thoroughly and completely during integration [3].

The current researchers usually perform compositional testing by means of model combination, such as Beydeda and Gruhn [4] that use the component state machine (CSM) to describe the behavior of individual component, and then construct the component-based software flow graph (CBSFG) for generation of test cases according to the CSMS; Wu et al. [5] first utilizes the component interaction graph (CIG) to describe the interactions and the dependence among components, and then generate the test case based on the CIG.

However, this research focus on the analysis of the integrate system function and locating the interactions of model combination. The consequences are the problems of state space explosion when the models contain considerable states and the high requirement for tester to understand different models.

Concepts and Terminology
Some concepts to be used are introduced in this section and the definition is simplified to facilitate the study.

Definition 1 a component is a 3-tuple $M = <IP_M, IR_M, P_M>$

$IP_M$ is the interface set of $M$ to provide services;

$IR_M$ is the interface set of $M$ to require services;

$P_M$ is the protocol of $M$ to describe the behavior.

Definition 2 The test suite of component $M (T_M)$ is the set of test cases that satisfy a user's testing requirements, which is provided by the component developer or generated by the component user according to the interface instruction and protocol. We use $t = (<i_1,...,i_m>, <o_1,...,o_n>)$ to describe a test case in which $i$ is input information and $o$ is output information.

Definition 3 Two component $P$ and $Q$ are composable if:

$IP_P \cap IR_Q = \emptyset$, $IR_P \cap IR_Q = \emptyset$, $IP_P \cap IR_Q \neq \emptyset$ or $IP_Q \cap IR_P \neq \emptyset$. We let $Shared(P, Q) = (IP_P \cap IR_Q) \cup (IP_Q \cap IR_P)$ and $P \bullet Q$ is the symbol of two component composition.
The deadlock and illegal state are assumed will not occur when component composition which mean the assembly ability has validated at the design stage. The following definition of test criteria is mainly from reference [5].

Subdomain is defined as containing all the inputs that can cause a particular code to be executed in the subdomain policy based on the program structure. There is a program P contain the component M and a test adequacy criterion C based on subdomain, \( \delta D_c(D_p) \) is the induced multi-set of P according C, \( \delta D_c(D_M) \) is the induced multi-set of M according C. \( M - \text{traverse}(D_p) \) is the input set of P which result in M is called, \( M - \text{bypass}(D_p) \) is the input set of P which is irrelevant to M.

Definition 4 Test suite \( T_p \) is \( C-\text{adequate} \) for P if \( T_p \) contain each test sample of \( \delta D_c(D_p) \); \( T_M \) is \( C-\text{adequate} \) for M if \( T_M \) contain each test sample of \( \delta D_c(D_M) \).

The Test Suite Generation Method for Component Interaction. The universal model from component composition is introduced, then the correctness and effectiveness of the proposed method are theoretically analyzed, after that the implementation process of the method is illustrated.

The General Model Of Component Composition. System development is replaced by the idea of assembling existing components in the process of CBSD. The general model of component composition is shown in Fig. 1 and the composition of several components could be performed by pair-wise composition

\[
\begin{align*}
\text{P} & \rightarrow \text{M}_1 \cap \text{IR}_{M_2} \rightarrow \text{P} \\
& \rightarrow \text{M}_2 \cap \text{IR}_{M_1} \\
& \rightarrow \text{P}
\end{align*}
\]

\text{P} \text{ is constructed by composition of component } \text{M}_1 \text{ and } \text{M}_2 \text{ in Fig. 1 in which the line which is tagged with number 1 and 2 represent the input set of } \text{M}_1 - \text{traverse}(D_p) \text{ and the dash 2 represent the related input subdomain of } \text{IP}_{M_1} \cap \text{IR}_{M_2}; \text{ Similarly the line 3 and 4 represent the input set of } \text{M}_2 - \text{traverse}(D_p) \text{ and dash 3 represent the related input subdomain of } \text{IP}_{M_2} \cap \text{IR}_{M_1}.

From Fig. 1, One part of the system functions is implemented by \( \text{M}_1 \) and \( \text{M}_2 \) individually and the other functions are cooperative performed by the interaction of \( \text{M}_1 \) and \( \text{M}_2 \). If \( \text{M}_1 \) and \( \text{M}_2 \) had passed the unit testing and gotten the test suit \( T_{M_1} \) and \( T_{M_2} \) then line 1 and 4 in figure 1 can be tested by mapping the related part of \( T_{M_1} \) and \( T_{M_2} \) to input of P. The dash line 2 represent the input of \( \text{M}_2 \) that is provided by \( \text{M}_1 \), which can be tested by composition of the related test cases in \( \text{IP}_{M_1} \cap \text{IR}_{M_2} \) from \( T_{M_1} \) and \( T_{M_2} \), similarly the line 3 can be tested by combination of related test cases in \( \text{IP}_{M_2} \cap \text{IR}_{M_1} \).

The Method of Test Suite Generation for interaction Testing. The test case set \( T_M \) can be divided into relevant and irrelevant part for interface \( I_M \) of component M.

Definition 5 \( T_M - \text{relevant}(I_M) \) : the relevant part of \( T_M \) with component \( I_M \)

Definition 6 \( T_M - \text{irrelevant}(I_M) \) : \( T_M - (T_M - \text{relevant}(I_M)) \)

Definition 7 let \( t_1 = ((i_1,...,i_m),(o_1,...,o_n)) \), \( t_2 = ((i'_1,...,i'_m),(o'_1,...,o'_n)) \) the combination of \( t_1 \) and \( t_2 \) is \( t_1 \circ t_2 \)

\[ t_1 \circ t_2 = (((i_1,...,i_m) \cup (i'_1,...,i'_m) - X) \cup (o_1,...,o_n) \cup (o'_1,...,o'_n) - X) \cap x \in X.x \in (o_1,...,o_n) \cup (i'_1,...,i'_m) \text{, in which } X \neq \emptyset \text{ and } t_1 \circ t_2 \text{ represent the input of } t_2 \text{ is the output of } t_1.\]
After the analysis, $T_{M_1} - relevant(I_P M_1 \cap IR_{M_2})$ is the test suite of $M_1$ that could call the function of $M_2$ and $T_{M_2} - relevant(I_P M_1 \cap IR_{M_2})$ is the test suite of $M_2$ that could call the function of $M_1$. The combination of $T_{M_1} - relevant(I_P M_1 \cap IR_{M_2})$ and $T_{M_2} - relevant(I_P M_1 \cap IR_{M_2})$ could test the activity of $IP_{M_2} \cap IR_{M_1}$. Therefore, we get the interaction testing method by combination of test suite, which is IT-on-CUTC (Interaction Testing based on Combination of Unit Test Case, IT-on-CUTC), $T_i \# T_j$ is used to describe the combination of test suite $T_i$ and $T_j$.

The steps of IT-on-CUTC are as follows:

1. Premise: component $M_1$ and $M_2$, test criterion $C$ and test suite $T_{M_1}$ and $T_{M_2}$.
2. Step1: according $I_P M_1, IR_{M_1}$ and $I_P M_2, IR_{M_2}$ to determine if $M_1$ and $M_2$ is composable and the operation will stop if $M_1$ and $M_2$ is not composable;
3. Step2: compute the $Shared(M_1, M_2)$, namely compute the $I_P M_1 \cap IR_{M_2} \sqcup I_P M_2 \cap IR_{M_1}$;
4. Step3: determine the $T_{M_1} - relevant(I_P M_1 \cap IR_{M_2})$ and $T_{M_1} - relevant(I_P M_2 \cap IR_{M_1})$ from $T_{M_1}$, determine the $T_{M_2} - relevant(I_P M_1 \cap IR_{M_2})$ and $T_{M_2} - relevant(I_P M_2 \cap IR_{M_1})$ from $T_{M_2}$;
5. Step4: compute $T_{M_1} - relevant(I_P M_1 \cap IR_{M_2}) \# T_{M_2} - relevant(I_P M_2 \cap IR_{M_1})$ and $T_{M_2} - relevant(I_P M_2 \cap IR_{M_1}) \# T_{M_1} - relevant(I_P M_1 \cap IR_{M_2})$ then get the union $T_{M_1\#M_2}$;
6. Step5: analyze $T_{M_1\#M_2}$ and remove the meaningless test cases; run $T_{M_1\#M_2}$ and finish the interaction testing of $M_1$ and $M_2$.

**Theorem 1.** The test suit $T_{M_1\#M_2}$ generated from IT-on-CUTC is $C-adequate$ for component interaction.

**Proof:** the composition of $M_1$ and $M_2$ do not generate new interface and no new partition is made for the input domain. Then $|I_P M_1 \sqcup I_P M_2| + |IR_{M_1} \sqcup IR_{M_2}| < |I_P M_1| + |IR_{M_1}| + |I_P M_2| + |IR_{M_2}|$ and $\delta D_C(D_{M_1 \# M_2}) \subseteq (\delta D_C(D_{M_1}) \cup \delta D_C(D_{M_2}))$. So the testing of $M_1 \# M_2$ could implement in the original input domain according to the testing criteria $C$. On the other hand $T_{M_1}$ and $T_{M_2}$ is $C-adequate$ for $M_1$ and $M_2$ and $T_{M_1\#M_2}$ is generated by the related test cases to $Shared(M_1, M_2)$ from $T_{M_1}$ and $T_{M_2}$ which could cover all the interaction path of $M_1$ and $M_2$ based on $C$. Therefor the test suit $T_{M_1\#M_2}$ generated from IT-on-CUTC is $C-adequate$ for interaction of $M_1 \# M_2$.
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From the above survey, we find that the studies usually concern how to establish testing criteria and discuss the relation between them, which do not concentrate on describing the method of generating interaction test suite. In this paper we study the method of obtaining interaction test suite from unit test cases and prove the method could meet the test criteria.
Summary

Interaction testing is the important part of software testing and which is the essential way to validate component composition. The study on component interaction testing is usually based on model combination, but if the components are described by different models, the completion of interaction testing will be very difficult and inefficient when a lot of work of model transformation are needed. We propose a novel interaction testing approach, called IT-on-CUTC, which derives test cases from interaction path. The method performs interaction testing with low computational complexity and more generality; therefore the development cost is reduced.

In the future, we will further optimize the IT-on-CUTC algorithm for generating interaction path more efficiently, and conduct more experiments at different scale to verify its validity and practicability.
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