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I. INTRODUCTION

With the explosive growth of the internet, XACML policies have grown rapidly in size and complexity, and the efficiency of ABAC decision-making is unable to meet people’s increasing demands, so this paper serves to solve this problem by providing a model based on an ACO algorithm. The model first divides the XACML policy into different classifications by using an ACO algorithm, then searches for related policies by calculating the Euclidean Distance with the request attribute values and XACML policy center attribute values. This approach transforms the policy evaluation into a numerical calculation. To evaluate the efficiency and the effectiveness of these methods, the paper conducts two sets of tests. The first results shows that the classification effect of ACO algorithms is better than K-means; and the second results shows that the Euclidean Distance method is more efficient than the execution vectors used by Said Marouf, et al. to search for related policies.
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A. Background

Currently, people increasingly need to access information online. Because a computer network has certain features, such as various coupling forms, uneven terminal distribution and open internet, the internet has become vulnerable to attack by hackers, and/or malware. As one of the most basic security mechanisms, access control [1] is drawing attention today, especially attribute-based access control systems (ABAC) [2]. ABAC can abstract identity, role, and resource from the traditional access control security classified information into an entity attribute. If the requester satisfies the attribute conditions defined by ABAC, they can thereby gain access permission. ABAC is the ideal model of access control policies in the open network environment and it has broad application prospects.

ABAC is a model that unifies the three basic elements - subject, object and operation - into attributes, and it has the corresponding Access Control Language XACML (eXtensible Access Control Markup Language) to provide support. XACML is the OASIS’s standard language for the specification of authorization [3]. As users of information systems have expanded, XACML policies have grown rapidly in size and complexity and the challenge of controlling user access has grown. In order to improve the efficiency of access decisions, a high-performance XACML policy evaluation is needed [4, 5].

Many related studies have been proposed in recent years, some of them perform brute-force searching by comparing a request with all the rules in the XACML policy, such as Sun XACML PDP [6]. Said Marouf, et al. [7, 8] put forward an algorithm based on the K-Means clustering method and reordering techniques. On the one hand, this algorithm involved too many parameters, such that the method became complicated as the number of requests grew, and, on the other hand, the initial clustering center in the K-means Algorithm was defined artificially, resulting in inaccurate search results, which had the potential to affect the access decision result.

B. Approach

The paper proposes the method based on Ant Colony Optimization (ACO) [9] to improve the evaluation performance of XACML policy. First, the authors adopt an ACO algorithm to divide the XACML policy into different categories, then the authors search for related policies by calculating the Euclidean Distance with the request attribute values and XACML policy attribute values. This approach transforms the policy evaluation into a numerical calculation. To evaluate the efficiency and the effectiveness of the authors’ methods, this paper conducts two sets of tests. The first result shows that the ACO algorithm has a better policy classing effect than K-means. The second set focuses on searching for related policies to obtain an access decision. Its result shows that the Euclidean Distance method is more efficient than the execution vectors used by Said Marouf, et al.

The rest of the paper is organized as follows. The authors first focus on XACML Language in section 2. Then the authors propose a method based on the ACO algorithm in section 3. This method involves two processes: the first step is to classify the XACML policy using the ACO algorithm and the second step is to identify related policies using the Euclidean Distance. The authors present their experimental results in section 4. And then the authors introduce related work in section 5. The authors conclude the paper in section 6.

II. XACML LANGUAGE

XACML is designed to set up a standard of access control and an authorization system. It is a flexible policy language that allows administrators to define a series of complicated access control rules to meet the demand of complex access control in real life. XACML policy sets are composed of three basic components: policy set, policy and rule. The policy set element contains a set of policies or other policy set elements.
and a specified procedure for combining the results of their evaluation. The Policy element contains a set of Rule elements and a specified procedure for combining the results of their evaluation. The Rule element contains a Boolean expression that can be evaluated in isolation, but that is not intended to be accessed in isolation by PDP. In addition, The Target element identifies the set of decision requests that the parent element is intended to evaluate. The rule-combining algorithm defines a procedure for arriving at an authorization decision given the individual results of evaluation of a set of rules. Similarly, the policy-combining algorithm defines a procedure for arriving at an authorization decision given the individual results of evaluation of a set of policies.

It also supports a number of basic language extension approaches and with this property it could be applied to all kinds of complicated flexible environments. The currently developed extension and profile can make XACML work with SAML and LDAP standards in harmony.

A. Data flow Model of XACML

Data flow model of XACML is illustrated in Fig. I. It contains the Policy Enforcement Point (PEP), the Policy Decision Point (PDP), the Policy administration point (PAP), and the Policy information point (PIP). A typical access control based on XACML works in the following way: When a user wants to access source protected by the system, the user sends the request to the Policy Enforcement Point (PEP) and PEP constitutes a request using subject, object, resource, action and other additional attributes. It then translates this request into XACML language by using a context processor and giving access request notification to Policy Decision Point (PDP). After PDP receives a request notification, PDP search forces more user attributes into the Policy information Point (PIP), which contains many subjects, resources, environments or other attributes. After PDP receives the feedback from PIP, it determines if the user has the right of access; and finally PEP sends a response to the user.

![FIGURE I. DATA FLOW MODEL OF XACML](image)

B. Language Model of XACML

Language model of XACML is shown in Fig. II. There are three basic elements: policy set, policy and rule. The policy set element can contain multiple policies [3]. One policy can contain multiple rules. Different rules are likely to produce conflicting results. For example, the first rule permits one request, but the second rule denies the same request, i.e. the user receives two different results. The rule combining algorithm is responsible for the problem like a judge. It will generate one final result, permit or deny. When a subject makes a request to access a resource protected by ABAC, the related policy involved in the access decision evaluation process is identified by the target element.

![FIGURE II. LANGUAGE MODEL OF XACML](image)

III. THE METHOD BASED ON ACO ALGORITHM FOR EFFICIENT XACML POLICY EVALUATION

In order to improve the efficiency of XACML policy evaluation, Said Marouf, et al. [10] proposed a clustering technique that categorizes XACML policy using K-means method in respect to target subjects, then reordering these categorized policies. This method was more efficient than the standard Sun PDP. However, K-Means method has an obvious defect, because the category parameter K must be designated by the user, the bad K value would result in incorrect access decision result.

So the authors propose a method based on the ACO algorithm as shown in Fig.3. This method involves two processes: first, the authors use the ACO algorithm to classify the XACML policy according to attribute values [11], and then the authors identify related policies by the Euclidean Distance. So the system can determine whether the request is permitted or denied in less time. The policies in PIP are divided into different categories by using the ACO algorithm according to the attribute values (subjects, resources, and environments). When a user wants to access the system, PEP gives PDP access request notification, similar to the previous evaluation process. PDP searches for more user attributes in PIP, but when finding related policies, the authors calculate the Euclidean Distance with the attributes of the request and policy to reduce the duration of the policy evaluation process.

![FIGURE III. FRAMEWORK OF THE METHOD BASED ON ACO ALGORITHM FOR EFFICIENT XACML POLICY EVALUATION](image)
A. XACML Policy Categorization

In this section, the authors present a technique based on the ACO algorithm for XACML policy categorization [12, 13]. It is necessary to first offer some background on XCAML policy categorization. An ACO algorithm was introduced by Marco Dorigo, et al [14]. It is one of the most successful strands of swarm intelligence. Inspired by foraging behavior of real ants, ACO can obtain sufficient solutions within reasonable periods of time. When ants search for food, the initial state is that the ants explore the food surrounding their nest randomly. When one of them finds a food resource, it deposits different amounts of chemical pheromone along its return path and the amount of the chemical pheromone depends on the quantity and the quality of the food resource. The chemical pheromone guides other ants to the food resource and when other ants detect the existing pheromone trail, it affects their decision in choosing the paths. The more ants which choose the path, the greater the amount of the chemical pheromone which accumulates on the paths.

An ACO algorithm abstracts the main advantages existing in distributed computing, positive feedback mechanisms and greedy search for algorithms. It is not easy to lead to a local optimum situation during the search process. In the situation of the defined functional discontinuity or irregularity or noise, a greater possible optimal solution can be found.

B. Definitions and Formulas

The policy set can be expressed as a 4-tuple PS (policy set) [15]:

\[ \text{PS} = (P_{sid}, PST, P, PC) \]  

Where the policy set id (PSid) reference is evaluated by resolving the reference and evaluating the referenced policy set. The policy set target (PST) specifies the set of requests to which it applies. The policy-combining algorithm (PSC) specifies the procedure by which the results of evaluating the component policy sets are combined when evaluating the policy set. The policy can be expressed as a 4-tuple P (policy):

\[ \text{P} = (P_{id}, PT, R, RC) \]  

Where the policy id (Pid) is evaluated by resolving the reference and evaluating the referenced policy. The policy target element specifies the set of requests to which it applies. The rule-combining algorithm (RC) specifies the procedure by which the results of evaluating the component rules are combined when evaluating the policy.

The rule can be expressed as a 4-tuple R (rule):

\[ \text{R} = (R_{id}, RT, E, \text{and C}) \]  

Where the rule id (Rid) reference is evaluated by resolving the reference and evaluating the referenced rule. The rule target (RT) defines the set of requests to which the rule is intended to apply in the form of a logical expression on attributes in the request. The effect (E) indicates the rule-writer’s intended consequence of a “True” evaluation for the rule. Two values are allowed: "Permit" and "Deny". The condition (C) element may further refine the applicability established by the target.

This paper divides the XACML policy into different categories \((\omega_1, \omega_2, ..., \omega_m)\). The fundamental formulas needed in the algorithm are as follows:

1) The distance \(d_{ij}\) between cluster \(\omega_i\) and \(\omega_j\) is calculated by:

\[
\begin{align*}
\mathbf{d}_{ij} &= \| X^{(\omega_i)} - X^{(\omega_j)} \| = \sqrt{\sum_{k=1}^{n} (X_k^{(\omega_i)} - X_k^{(\omega_j)})^2} \\
X^{(\omega_i)} &= \frac{1}{N_i} \sum_{k=1}^{N_i} X_k (X_k \in \omega_i)
\end{align*}
\]

Where \(X^{(\omega_i)}\) the center vectors of the cluster is \(\omega_i\), \(N_i\) is the amount of XACML policy in the cluster \(\omega_i\).

2) Probability \(P_j(t)\) that cluster \(\omega_j\) is merged into cluster \(\omega_j\) is calculated [16] by:

\[
P_j(t) = \frac{\tau^{\omega_j}_i(t) \eta^{\omega_j}_i(t)}{\sum_{i=0}^{n} \tau^{\omega_j}_i(t) \eta^{\omega_j}_i(t)}
\]

Where \(\eta^{\omega_j}_i\) is the weight coefficient. \(k\) is the possible value of the attribute \(\omega_j\), \(n\) is the maximum possible value of the attribute \(\omega_j\), \(\alpha\) and \(\beta\) are the relative variables (the author can change them) that influence the pheromone level and the heuristic value.

C. Classification Algorithm

In order to divide XACML policy into different categories, the authors take policy attributes and policy cluster centers as different ants and the food resources, respectively. The skeleton for XACML policy classification is shown as Algorithm 1. The authors first initialize the parameters of ant colonies, which belong to different categories. The ant \(i\) belongs to the category \(\omega_j\), where the ants explore the food surrounding their nest randomly. When an ant \(i\) finds a food resource \(\omega_j\) (another cluster), the algorithm calculates the...
distance $d_{ij}$ between cluster $\omega_i$ and $\omega_j$ using formula (4) and (5) and updates pheromones using formula (6). The pheromones are used to communicate with each other to find the most similar cluster for ants. Besides the ant $i$ needs to calculate the probability cluster $\omega_i$ merged into cluster $\omega_j$ using formula (7). If the merging probability is equal to or greater than the original probability $P_0$, the authors update the policy cluster center for the next cycle of the algorithm.

Algorithm 1

Begin
Input <XACML policy attributes (1: n)> 
Initialize the parameters of ant colony 
While termination conditions do not meet do
  for $i=1:n-1$
    for $j=i+1:n$
      Calculate $d_{ij}$ between cluster $\omega_i$ and $\omega_j$
      Update pheromones
      Calculate probability cluster $\omega_i$ merged into cluster $\omega_j$
      if $p_i, j(t) \geq P_0$ do
        Cluster $\omega_i$ merged into cluster $\omega_j$
        Update XACML policy cluster center
      
    output "classification of XACML policy” >
end

D. Searching for Related Policies Based on the Euclidean Distance

In this section, the authors use the Euclidean Distance [17] to search for related policies. The paper has divided the XACML policy into $M$ clusters, $\omega_1, \omega_2, \ldots, \omega_M$. There are $N_x$ XACML policy categories. Take cluster $\omega_i$ as an example. It can be expressed as:

$$X^{(\omega_i)} = (X_1^{(\omega_i)}, X_2^{(\omega_i)}, \ldots, X_{N_x}^{(\omega_i)})^T$$ (8)

Where $X_i^{(\omega_i)}$ expresses the first attribute value of cluster $\omega_i$. As for access request attribute values, it can be expressed as $X = (x_1, x_2, \ldots, x_{N_x})$, where $x_i$ is the $i$th of the access request attributes. If the conditions of the formula are satisfied, there is more relevance between request $X$ and cluster $\omega_j$.

$$d(X, \bar{\omega}_i) = \sqrt{(x_1 - \bar{\omega}_i)^2 + (x_2 - \bar{\omega}_i)^2 + \ldots + (x_{N_x} - \bar{\omega}_i)^2}$$ (10)

The skeleton for the related XACML policy is shown as algorithm 2. The algorithm can input the attribute values of the request and XACML policy, and then the authors calculate the Euclidean Distance between the request and each of the clusters $\bar{\omega}_j$ using formula (10). Next, the authors find the cluster that request $X$ belongs to by comparing the relevance between request $X$ and each of the clusters using formula (9). If the condition of formula (9) is satisfied, the request belongs to cluster $\omega_i$. Otherwise, the request belongs to cluster $\omega_j$.

Algorithm 2

Begin
Input <request and XACML policy attributes values>
While termination condition is not satisfied do
  for $i=1:n-1$
    for $j=i+1:n$
      if $d(X, \omega_i) < d(X, \omega_j)$ do
        Request belongs to cluster $\omega_i$
      else request belongs to cluster $\omega_j$
    }
  output "request belongs to which cluster” >
End

IV. RESULTS AND DISCUSSION

The experiments were performed on a desktop PC running Windows 8 with 8G memory and Dual Core 2.66 GHz Intel processors. The paper conducts simulation with code A, B, C and D, these examples were previously used by K. Fisler and E. Martin, et al. [17, 18]. Table 1 summarizes the basic statistics of the XACML structure. The first column shows the XACML policy name, and the other columns shows policy sets, policies, and rules, respectively.

To validate this approach, the authors conducted two sets of tests. The first test case evaluated the efficiency of the XACML policy by comparing the ACO algorithm with K-means used by Said Marouf, et al. [10]; the second case discussed the effectiveness of the method using the Euclidean Distance to search for related policies.

TABLE I. ELEMENTS OF EXAMPLES

<table>
<thead>
<tr>
<th>#Policyset</th>
<th>#Policy</th>
<th>#Rule</th>
</tr>
</thead>
<tbody>
<tr>
<td>code A</td>
<td>5</td>
<td>2</td>
</tr>
<tr>
<td>code B</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>code C</td>
<td>8</td>
<td>4</td>
</tr>
<tr>
<td>code D</td>
<td>11</td>
<td>5</td>
</tr>
</tbody>
</table>

A. XACML Policy Classification

This paper proposed an efficient XACML Policy evaluation method first to get XACML policies classification using the ACO algorithm. In order to evaluate this method, the
authors first abstracted the attributes from code A, code B, code C, and code D XACML policy, and then expressed them in the form that is convenient for the experiment using formulas (1), (2) and (3). Then the authors divided these XACML policies into different categories using the ACO algorithm. In order to explain the superiority of their method, the authors compared the ACO algorithm and K-means used by Said Marouf, et al. [10].

Fig. IV. illustrates the categorization performance of an ACO algorithm. The authors were able to observe that these XACML policies are divided into different categories. The symbols blue ‘+’, blue ‘□’, light green ‘+’, red ‘○’ are marked as different categories.

Fig. V. and Fig. VI. shows the categorization performance of K-means with k=3 and k=4 as shown in the two figures.

When parameter k=3, these XACML policies are divided into three different categories using K-means and the symbols blue ‘+’, light green ‘+’, red ‘○’ marked as different categories.

When parameter k=4, these XACML policies are divided into four different categories using K-means and the symbols blue ‘+’, light green ‘+’, blue ‘□’, red ‘○’ marked as different categories. The observation indicates that K-means clustering has many weaknesses. For example, the number of cluster k must be determined beforehand. Furthermore, it is sensitive to different initial conditions and will produce different types of clusters, resulting in a circular cluster shape because of the distance. Thus, the ACO algorithm is superior to the k-means for classification.

B Effectiveness of ACO Method Using the Euclidean Distance

In this section, the authors discuss the effectiveness of the ACO method using the Euclidean Distance to search for related policies. Euclidean Distance represents the relationship between request attribute value and XACML policy cluster center. In these test cases, the authors first randomly generated request attribute values, and then searched for related XACML policies for each of them. In order to ensure the accuracy of the validation, the authors performed this step many times and obtained the access request decision using their related policy finding results. By comparing these access request decisions with the expected access request decision, the experiment proved that 100% access decision correctness can be obtained using Euclidean Distance to search for the related policies in the case of appropriate XACML policy classification.

Although the Euclidean Distance can effectively search for the XACML policy related to the request attribute to a certain extent, it can’t handle a situation that involves too many attribute values. Among these attribute values, only a few may
play crucial roles, but the Euclidean Distance treats these attribute values in the same way.

V. RELATED WORK

There is some existing research on XACML policy evaluation [4, 6, 15, 19]. Sun XACML PDP is the first and the most widely used evaluation engine and it has been implemented in Java for XML operations. It performs a brute force search by comparing a request with all the rules in an XACML policy, which calls for high-performance XACML policy evaluation engines. In order to address this problem, Kolovski, et al and S. Rizvi, et al. [20, 21] proposed two approaches to formalize XACML policies using description logics (DL), and exploited existing DL verifiers to detect and remove redundant XACML rules. These ideas may improve the performance of XACML policy evaluation to some degree, but, they become invalid when too many redundant XACML rules exist in the system.

The proposals presented by Alex X. Liu, et al. and Santiago Pina Ros, et al. have some similarities. Both of them try to improve the performance of the PDP evaluation using a tree data structure. The technique is similar to the logical expression normalization technique. XEngine [22, 23] by Alex X. Liu, et al. argues that policy normalization needs to develop a common policy language or normal form to represent policies from any application. They first normalize the given XACML policy and request and then use an efficient search feature of the tree structure, and converse normalized XACML policy to a tree structure. The latter approach builds two types of trees - Matching Tree and Combining Tree. The Matching Tree is similar to the tree built in XEngine without the numerical process. However, the big disadvantage of this approach is that it only supports the string values, such as attributes, but cannot describe the other elements perfectly, such as condition restriction of the data type.

Zhang et al. [24] proposes a XCFG based test case selection approach for the regression testing of BPEL composite service. Different from the other methods, the work is based on the all-uses data flow testing criterion. And the proposed approach can cover the affected data flow caused by process change, binding change and interface change. Experimental study shows that the approach has a high coverage rate for the changes. Besides test case selection, the approach can also be used for the all-used criterion based test case generation for BPEL composite service of single versions. However, there are a lot of works to do in the future, such as performing more large-scale experimental study, using the proposed approach to Web composite service described in other languages, and so on.

Reference [25] applies ABC based algorithm for test data generation, which is an NP-hard problem and conventional methods are not given accurate results for such type of problems. In order to generate the optimize suite of test data and also to overcome limitations of conventional methods, the paper adopts an ABC based algorithm deal this problem. ABC algorithm is characterized by the bee behavior and this algorithm has strong exploration and exploitation capabilities among same class of algorithms. In this work, ten benchmark problems of different dimensions are used to examine the performance of the proposed ABC algorithm. The performance of the proposed algorithm is measured on two performance matrices and also compared other well know algorithms exist in literature such as random search, GA and PSO for data-flow coverage.

The work of [10] is similar to the method proposed by Said Marouf, et al., in which the authors propose a two-step framework for the efficiency of the PDP evaluation. In other words, they categorize policies and rules within a policy set and policy, respectively, with respect to target subjects using the K-Means algorithm in the first step; then they dynamically optimize the ordering of policies within a policy set and rules within a policy to obtain a related XACML policy. However, the K-Means method that been utilized for XACML policy classification, the initial clustering center is defined subjectively. This clustering center is very important. If it is defined artificially, it probably results in a bad clustering result, which leads to incorrect access decision result.

VI. CONCLUSION

This paper describes a framework for an ACO-based algorithm for efficient XACML Policy evaluation and makes two key contributions. First, the authors adopt an ACO algorithm to divide the XACML policy into different classifications. Second, to search for the related XACML policies, the authors use the Euclidean Distance method to calculate the distance between the request attribute values and XACML policy center attribute values. When an access request is received, the system first calculates the distance between the attribute value of the given request and the attribute cluster which has already been classified by the ACO algorithm using the Euclidean Distance method to search for the XACML policies related to the request, so that the authors transform the related policy evaluation into a numerical calculation. To evaluate the efficiency and the effectiveness of their methods, the authors conducted two sets of tests. The first results show that the classification effect of an ACO algorithm is better than K-means. The second results show that the Euclidean Distance method is more efficient than the execution vectors used by Said Marouf, et al. to search for related policies.
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