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Abstract—With the increasing demands of matching RESTful web services in data sharing systems, a novel service matching method based on the parameter semantic network model is proposed. Compared with traditional matching methods of web services, the proposed method aims at classifying various web services into some certain categories based on the themes, and then giving a convincing matching rate. Furthermore, the parameter semantic network model comprehensively supports service matching including traditional web services and RESTful web services, even for those RESTful web services without WADL. Simulation results demonstrate that the proposed matching method has a high precision rate and a high recall rate for the RESTful web services.
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I. INTRODUCTION

There are many web services and their application programming interfaces (APIs) on the Internet. These APIs provide different services, usually with multiple meaning. Many web services provide similar functions, and they provide opportunities to developers. When the original API becomes unusable or cannot meet developers’ demands, we should migrate the former service to the new one. Many scholars have studied the web service to make similar services discovered. They propose the methods that based on keywords [1], identifier and cluster [2].

Various scenes need web service matching technique, such as service transition: when the former product directory service cannot be used, its existing data need to be transplanted to service which has the familiar function. In principle service matching technique depends on port matching. Port matching always rely on a common port descriptive language, such as WSDL (web service descriptive language) [3]. With rapid development of RESTful web services, the usage of WSDL has become less and less. WADL (web application descriptive language) is REST style web services and alternative WSDL which describes SOAP (simple object access protocol). However, WADL is not the necessary descriptive language of the RESTful web services, so we need to propose a method independent of any descriptive language. From service parameters’ point of view, we put forward a method that based on a parameter semantic network.

In this paper, a web service matching method is proposed for RESTful web services based on the parameter semantic network. The rest of this paper is organized as follows. Section II briefly introduced the existing methods for web service matching. In Section III, we propose the service matching method according to the parameter semantic network. The experiment results and discussion are included in Section IV. Section V concludes the work.

II. RELATED WORK

Web service matching is based on similarity, and it is used for searching new web services, so the research of similarity is essential. Generally, web service matching is similar to the matching problems of other areas, such as database matching, text matching and software pattern matching of programming languages. But these matching problems are still different from web service matching, so the research achievements on these areas are not suitable for our study [4][5].

In database pattern matching, pattern matching is based on the pattern’s predicted semantic, and the pattern’s information integration is useful. Pattern matching methods which use domain knowledge and experience to improve success rate mostly contain language and structure analysis [6]. There are two reasons why these pattern-matching methods can’t be used in web service matching. Firstly, pattern matching and web service matching have different granularity, we try to match features of two service models in web service matching, but pattern structures will be matched in pattern matching. Secondly, pattern matching usually needs higher coincidence degree, but web services are often complementary associated with each other and do not have such a high degree of coincidence.

Document matching has been studied for long time in information retrieval. Such methods depend on the word frequency. Because the description of web service don’t contain enough text, such methods are not suitable for web service matching [7].

Another closely related problem is the matching of software components; it is an important subject in software
reusing [8]. The problem involves different programs, several features need to be considered, such as data type, parameter names, parameter types, parameter order and so on. Despite there are some apparent similarities between signature matching and web service matching, due to different levels of expression and data structures, the matching method available in one area maybe not available in other areas. Stroulia et al find web service via computing structure and semantic similarity of web service, they mainly used the feature-matching method.

Web service discovery is closely related to network service matching. Web service discovery is used to search the web services’ repositories (universal description, discovery, and integration, UDDI) on the network. Common web search services are based on keywords, which make us to only find the services contain specified keywords when looking for service. Some recent researches on this area use semantics to get better results.

Inspired by automated discovery and usage of web service, a number of new researches in web service matching have emerged. Wang et al [3] proposed a flexible interface matching method for package, this method is based on data types, operation structures, natural language description and identifier semantic.

Mothhari-Nezhad [9] proposed a semi-automatic interface matching method, which combines business operations by defining the service agreement for service operation constrains. Mikhail et al [10] and Mothhari et al argued which service matching method is more accurate and efficient between interface matching and protocol matching such as WSDL and BPEL. The method proposed by Mothhari-Nezhad et al is based on the XML schema interface, also employed the protocol level information.

So far, most of the web services matching methods are based on WSDL description. However, RESTful web services are becoming a mainstream with the development of the Internet. RESTful Web service description language is based on WADL, and RESTful web services do not have WADL files in most cases. This will make the RESTful web services matching problem become more researchable.

Representational State Transfer is a way of sending an special structure HTTP request to the server from the client, including how to regulate access to information resources, processing request servers and a software architecture style of returning response. When the client is in the “resting” state, which means the client can interact with the user or in the transformation. The client is sending requests and waiting for responses when this happens. These requests and responses are representing a transfer of resources, because they have the resources of the current and expected state.

In the REST style, each resource has a global identifier such as HTTP URI and the client need to know the identifier and the desired operation. It also need to understand the format which is usually a HTML, XML or JSON (JavaScript object notation) metadata. RESTful web services, also known as the RESTful API, specify the resource which consists of three components: web services, supportive data URI: JSON, XML, YAML, and support the operation using the HTTP method, for example, POST GET, PUT or DELETE. A RESTful API can be described by using WSDL and SOAP over the HTTP, it can be an abstract concept purely based on the top of SOAP.

III. PROPOSED METHOD

Fig.1 illustrates the overall process of how to build the parameter semantic network, which consists of three main modules: data preprocess, parameter semantic network module, and training of similarity matrix. The data preprocess begins with the collecting of parameters from API documents and end with importing the parameters into the MySQL database. The second part explains how to build the mathematical model of the parameter semantic network. The last part will train the similarity matrix and get the thresholds and the result of matching.

![Figure 1. A flow diagram of building the parameter semantic network](image)

A. Data Preprocessing

At the beginning, we collect several themes (e.g. weather, shopping, entertainment and so on) of API documentations of RESTful web service and mark the theme for each service. There are four different themes for the web services, which are map, shopping, entertainment and photo. Since different vendors may use different pattern of naming interface, some words whose original meanings are same may not be synonymous in the semantic database, resulting in data distortion. In some service, some parameters may use the abbreviated form, for which we need to build a mapping table used to expanse the abbreviated parameters. In this regard, manual corrections procedures combined with automatic correction procedures are needed. We often need to remove some parameters that have no semantic meaning (e.g. “page”, “key”) to obtain a clean data sources. According to the characteristics of service, we can divide parameters into three categories: theme parameters, request parameters and response parameters. Among these three kinds of parameters, the request parameters are necessary. The theme parameters are not prerequisite but are very important in the matching of web services. Most of the response parameter can be fetched except for some services are paid. Each parameter is stored in the form of string,
separated by a space. For example, there is a string "location latitude longitude name" stands for the request parameters for the Amenimaps map service. According to the above rule, the Amenimaps web service has four request parameters: location, latitude, longitude and name. Then import the data into database. In database we create a table named restURL which have six columns. The names of six columns are company, theme, category, URL, requeststring and respondstring. The specific flow chart is show in Fig.2.

![Figure 2. Data preprocessing](image)

### B. Parameter Semantic Network Model

In order to make the parameters connected to each other among the services, we must chose a third corpus as intermediate connector. WordNet appeared in 1985, mainly to represent a collection of words using synonyms concepts. In WordNet, word is composed of hierarchical inheritance strategy based on semantic tree. The problem of the semantic similarity of the parameters is translated into calculating the distance of parameters in the tree.

In the following, we conduct mathematical modeling for the above situation so that to have a rigorous logical basis. Each service is divided as a set. Every set has a three sub-set, which are the theme sub-set, the request sub-set and the response parameters. So as to achieve a higher matching rate for the RESTful web service.

The parameter semantic network model is shown in the Fig.3. In the Fig.3, $W_i$ stands for a web service that contains the theme parameters $T_i$, the request parameters $R_i$ and the response parameters $A_i$. The clouds shaped graphic stands for the WordNet, which act as a connector between $W_i$ and $W_2$.

![Figure 3. The Parameter Semantic Network Model](image)

Where $T_i$ is the $i$th set of the theme parameter, which contains $k$ theme parameters. $R_i$ is the $i$th set of the request parameter, which contains $m$ request parameters. $A_i$ is the $i$th set of response parameter, which has $l$ respond parameters.

The parameter semantic network model is shown in the Fig.3. In the Fig.3, $W_i$ stands for a web service that contains the theme parameters $T_i$, the request parameters $R_i$ and the response parameters $A_i$. $W_2$ stands for a web service that contains the theme parameters $T_2$, the request parameters $R_2$ and the response parameters $A_2$. 

For example, there are two records of web services in our database, as shown in Table I. Then $T_1 = \{\text{street, address}\}$, $R_1 = \{\text{street, city, state, zipcode, address, urban}\}$, $A_1 = \{\text{address, delivery, line, zipcode, street, longitude, latitude}\}$, $T_2 = \{\text{postcode, distance}\}$, $R_2 = \{\text{postcode, province, country}\}$, $A_2 = \{\text{distance, postcode, longitude, latitude}\}$. Both services are marked as in the category of map.

### C. The Training of the Similarity Matrix

Since the number of RESTful Web service published on the Internet is limited and reading an API documentation to get parameters and mark the themes requires a lot of effort, the samples of RESTful web services will be very limited. Thus, statistical learning methods, which are commonly used in the field of natural language processing, are not applicable in our case. The commonly used clustering methods are also not suitable because each service only has similarity between each other but there is no uniform basis point, so data mining method like K-Mean is not applicable. Most previous researches are focused on two RESTful service and they did not give a convincing and specific match rate. To solve this problem, we need training and cross-validation on the threshold of classification and the thresholds of theme parameters, request parameters and response parameters, so as to achieve a higher matching rate for the RESTful web services.
TABLE I. TWO RECORDS OF WEB SERVICES IN OUR DATABASE

<table>
<thead>
<tr>
<th>Company</th>
<th>Theme</th>
<th>Category</th>
<th>URL</th>
<th>RequestString</th>
<th>ResponseString</th>
</tr>
</thead>
<tbody>
<tr>
<td>smartstreet</td>
<td>street address</td>
<td>map</td>
<td><a href="https://api.smartystreets.com/street-address">https://api.smartystreets.com/street-address</a></td>
<td>street city state zipcode address urban</td>
<td>address delivery line zipcode street longitude latitude</td>
</tr>
<tr>
<td>trogsoft</td>
<td>postcode distance</td>
<td>map</td>
<td><a href="http://postcodes.api.trogsoft.net/Postcode/DistanceBetweenPostcodes">http://postcodes.api.trogsoft.net/Postcode/DistanceBetweenPostcodes</a></td>
<td>postcode province country distance latitude</td>
<td>postcode longitude</td>
</tr>
</tbody>
</table>

According to the mathematical model of the parameter semantic network, the mathematical computing model of the similarity matrix can be elaborated as following. The similarity value between ith service and jth service can be computed as in (5)

\[
S_{ij} = \lambda_1 F(T_i, T_j) + \lambda_2 F(R_i, R_j) + \lambda_3 F(A_i, A_j) \tag{5}
\]

Where \( F() \) is the calculation of the value of the similarity of the two word sets. The proportion of the theme parameter, the request parameters, the response parameter is denoted by \( \lambda_1, \lambda_2, \lambda_3 \) separately. Because each factor belongs to a kind of parameters, so \( \lambda_1, \lambda_2, \lambda_3 \) must satisfy the following equation,

\[
\lambda_1 + \lambda_2 + \lambda_3 = 1 \tag{6}
\]

In (5), the expression \( F() \) can be shown as the following equation in (7),

\[
F(T_i, T_j) = \frac{1}{m+n} \left( \max\{f(t_{i1}, t_{j1}), ..., f(t_{im}, t_{jm})\} + ... + \max\{f(t_{im}, t_{j1}), ..., f(t_{im}, t_{jm})\} \right) \tag{7}
\]

Where the \( m \) is the number of the word parameters of \( T_i \) and \( n \) is the number of the word parameters of \( T_j \). \( f(t_i, t_j) \) is the calculation of the value of the similarity between two words, which is provided by the WordNet developers, which is a convenience for the research we conduct. Firstly, we calculate the similarities of one word in one set between all the words in other set, then we select the biggest one. For every word in the first set, we do the same thing. At last, we divide the total number of the parameter words to reconcile the similarity between two word sets.

After get all the similarities between all the services, the similarity matrix can be organized as in (8)

\[
M_s = \begin{bmatrix}
S_{11} & S_{12} & \cdots & S_{1n} \\
S_{21} & S_{22} & \cdots & S_{2n} \\
\vdots & \vdots & \ddots & \vdots \\
S_{m1} & S_{m2} & \cdots & S_{mn}
\end{bmatrix} \tag{8}
\]

Assume that the number of category for the web service is four and the classification threshold is \( \delta \), if \( S_{ij} \leq \delta \), we consider the ith service and the jth service are similar. If \( S_{ij} > \delta \), we consider the two service in different categories. When the similarities of a web service between other web services are all bigger than \( \delta \), we choose the service as its congener which have the biggest similarity between it. Then we can get the matching result of the web services. Thus, we can adjust the value of \( \lambda_1, \lambda_2, \lambda_3 \) and \( \delta \), and get new result. We repeat this kind of operation until getting satisfactory results.

IV. EXPERIMENTAL RESULTS AND DISCUSSION

We measured the performance of our methodology in terms of precision and recall. In order to compute the precision and recall, we first count the services that been matched correctly (True-Positive: TP). Then we count the services that matched wrongly (False-Positive: FP). Finally, we count the services that should be put in the category but missed (False-Negative: FN). Therefore, we compute the precision rate and recall rate as in (9) and (10), respectively

\[
\text{Precision} = \frac{TP}{TP + FP} \tag{9}
\]

\[
\text{Recall} = \frac{TP}{TP + FN} \tag{10}
\]

![Figure 4. Precision rate](image-url)
In our experiments, set $\lambda_1=0.5$, $\lambda_2=0.3$, $\lambda_3=0.2$, we train the similarity matrix with the $\delta$ between 0 and 1. With the change of $\delta$, the trend of the precision rate and the recall rate is separately shown as in Fig.4 and Fig.5.

In the Fig.4, when the value of $\delta$ is 0.02, the precision rate in four theme (Shop, Photo, Map, Entertainment) is about 0.08, which is too low to make the successful matching. Because when the value of $\delta$ is very low, one service can be matched to more than one service, which will reduce the precision rate apparently. Then when the value of $\delta$ grows, the precision rate grows too and reach the maximum when the value $\delta$ is about 0.54. When the value of $\delta$ is 1, the precision rate in four theme (Shop, Photo, Map, Entertainment) is about 0.2. Because when the value of $\delta$ is very high, one service can be matched to no service, which will reduce the precision rate apparently.

In the Fig.5, when the value of $\delta$ is 0.02, the recall rate in four theme (Shop, Photo, Map, Entertainment) is about 0.1, which is too low to make the successful matching. Because when the value of $\delta$ is very low, one service can be matched to more than one service, which will reduce the recall rate apparently. Then when the value of $\delta$ grows, the recall rate grows too and reach the maximum when the value $\delta$ is about 0.54. When the value of $\delta$ is 1, the recall rate in four theme (Shop, Photo, Map, Entertainment) is about 0.24. Because when the value of $\delta$ is very high, one service can be matched to no service, which will reduce the recall rate apparently.

After we trained the similarity matrix for hundred times, we found when $\lambda_1=0.5$, $\lambda_2=0.3$, $\lambda_3=0.2$, $\delta=0.54$, the precision rate and the recall rate can have the best results. The precision rate and recall rate of each domain are showed as in Table II.

<table>
<thead>
<tr>
<th>Domain</th>
<th>TP</th>
<th>FP</th>
<th>FN</th>
<th>Precision Rate</th>
<th>Recall Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Entertainment</td>
<td>8</td>
<td>2</td>
<td>3</td>
<td>0.80</td>
<td>0.73</td>
</tr>
<tr>
<td>Map</td>
<td>9</td>
<td>3</td>
<td>2</td>
<td>0.75</td>
<td>0.82</td>
</tr>
<tr>
<td>Photos</td>
<td>6</td>
<td>1</td>
<td>1</td>
<td>0.86</td>
<td>0.86</td>
</tr>
<tr>
<td>Shopping</td>
<td>8</td>
<td>1</td>
<td>1</td>
<td>0.89</td>
<td>0.89</td>
</tr>
</tbody>
</table>

We can explain the thresholds of the different parameters as following: theme parameter is the parameter that must contain in the URL, so it is of great decisive for the service in term of which category it belongs. The request parameter is more important than the respond parameter as it has a more direct link to the users.

V. CONCLUSION

In this paper, we propose a parameter semantic network model. Our approach proposes a solution to the more general problem, web service matching, which has many prospects in service discovery, composition and integration as well as many foreseeable applications for client. After studying a lot research work on the similar problem, such as schema matching, document matching, signature matching, we found their technologies and methods are not suitable for our case for many reasons as explained. The Parameter Semantic Network Model is a perfect solution for RESTful Web Service Matching problem, but it can be used for other semantic matching cases. We can also classify many services at a convincing matching rate, which have not been done at the same time in the previous research works.

The first place I need to improve is the acquisition of the parameters. We are now mainly using the manual methods to collect the service parameters, which is very cumbersome and lack of fault tolerance. This situation is mainly due to the lack of the uniform format of the RESTful Web API documents. With the rapid development of RESTful Web services, uniform standard will emerge, and then we will be able to use automated parameter acquisition.

The second point is that we need a more extensive evaluation for our method. Even we take a lot effort to collect the service data and collect more than 50 RESTful Web service and their parameters, the current data set is still small. In the future, as more enterprise publish their API documents in the network and have the uniform format, we will have hundred and thousand samples as the project goes on.

Last but not least, WordNet has only semantic similarity calculation method of the English words, powerless to deal with other language. This can be one of our future research directions. We can integrate our work with other techniques that have been implemented such as matching by IDs and mapping by structure (e.g. parameter data types). Future more, we can apply our methodology to the web service discovery and recommend application.
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