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ABSTRACT
The article is devoted to the development and implementation of a model for improving the efficiency of the testing department of the MBM LLC Company. The organization and process of software testing play an important role in the digital economy since it is the business continuity that determines the reliability of the data processed by corporate systems and, ultimately, the quality of the sale of goods and services.

The main areas in which the process of increasing the efficiency of the testing department is carried out are the introduction of automated tests for new processes being implemented in the organization. To automate the testing processes, we used the BDD (Behavior-driven development, literally "development through behavior") methodology - this is a software development methodology through continuous communication between developers, testers and analysts.

During the study, the basic principles of organizing an automated testing system in the IT departments of companies were examined, the technical tools that are used in the department were examined, and a testing automation model was proposed. A comparative analysis of the possible means of implementing the proposed model is carried out. As a result of the analysis, the most optimal software tools for a particular project were selected. The process of creating automated tests is described.

After the introduction of automated tests, an assessment on the effectiveness of the constructed system was made to increase the efficiency of the testing department and the use of developed autotests in real practice. The evaluation results showed that for this project, testing automation according to the proposed model became an appropriate solution and brought significant results already at the pilot stage: by freeing up manual testers from the manual execution of regularly repeated tests.

The proposed model allows increasing the efficiency of the testing process and reduce the labor and material costs of the Company for its organization.
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1. INTRODUCTION
In the digital age, there is a global trend towards the automation of manual labor in all areas of human life. The automation trend has not ignored the area of software development, which is important in our time [1]. By itself, the use of any software is aimed at the automatic solution for certain problems. In the process of software development, automated solutions can also be used to accelerate subprocesses within the company [2].

What does the software development process consist of? There are different models of software development, but they all consist of the following stages: development of software requirements, design, software implementation, testing and commissioning. Moreover, testing is becoming increasingly important in the life cycle of software development [3]. In this study, a system is being developed to increase the efficiency of the testing department of the MBM LLC Company.

For the testing department of MBM LLC, the problem of the speed of tests by specialists in manual mode is especially relevant [4]: with the release of each new version of the tested software, the number of test scenarios increases significantly, which leads to an excessive load on testing specialists, and, as a result, decrease in the efficiency of their work, increase in the overhead costs of the Company and exceeding the time allotted for testing [5].

The purpose of this study is to increase the efficiency of the department through the automation of technological processes. The hypothesis of the study was the assumption that the efficiency of the testing department would increase if a
specially selected automated test system for new processes was introduced. The object of study is the testing department of MBM LLC. The novelty of the study is software testing automation. The practical significance of this study lies in the implementation of the proposed model in practice and is expressed in optimizing the testing process and reducing labour and material costs for organizing the testing process at MBM LLC.

As a result of the study, the following was received:
1. Analysis, the role of the testing department in the business processes of the MBM LLC.
2. Model of a system for increasing the efficiency of the MBM LLC testing department.
3. Calculation of this model effectiveness.

1.2. Information systems and technologies used in the testing department

In 2011, MBM LLC began introducing an integrated automation system NTSwincash, which covers all processes of the retail network. With the NTSwincash system, more than 20 thousand employees of the service department, sales department, warehouse logistics, cash registers, delivery department in stores are working. This system automates all the processes inside the store and the processes of interaction with the client. The testing department is responsible for the quality of the NTSwincash system. Its main tasks are:
1. Comprehensive quality control system NTSwincash.
2. Preparation of test documentation (test plans, test scripts, etc.).
3. Conducting regression testing (regression testing is a type of testing aimed at checking changes made in the application to confirm the fact that the previously existing functionality works as before) [6] and smoke testing (smoke testing is a short test cycle performed to confirm that after building the code, the installed application starts and performs the main functions) [7].
4. Detection and localization of errors in the operation of the NTSwincash system.
5. Fixing and tracking errors in the operation of the NTSwincash system.
6. Verification of compliance of software product documentation with standards and really implemented functions.

7. Participation in the development and implementation of a quality system.

To improve the processes within the testing department, various auxiliary software solutions are used that simplify the communication processes within the whole unit: Atlassian JIRA, Atlassian Confluence, TestRail.

2. METHODS OF RESEARCH

2.1. Modern software testing methods

Almost all modern companies that are professionally involved in software development use the software life cycle model in their work. The life cycle of software development in different companies may vary, however, there are standards such as GOST R ISO/IEC 12207-2010 that define accepted practices for software development and maintenance. According to this standard, after the stage of a software implementation of the system, the stage of qualified testing of the developed system should follow. Software testing - checking the correspondence between the real and expected behaviour of the program, carried out on a finite set of tests selected in a certain way. In a broader sense, testing is one of the quality control techniques [8], which includes activities for planning work (Test Management), designing tests (Test Design), performing testing (Test Execution) and analyzing the results (Test Analysis) [9]. Various sets of test cases and testing strategies are aimed at eliminating errors in the code and ensuring accurate and optimal software performance.

2.2. The choice of means for implementing the developed model of the system for improving the testing department efficiency

There are many approaches to automation and many tools for implementing automated tests [10], and the team's task is to select those that are most suitable for a particular project in terms of their technical properties, price and capabilities. As part of a test automation project, it was decided to use the BDD methodology [11]. BDD (Behaviour-driven development) is a software development methodology through continuous communication between developers, testers and analysts. Test automation by BDD methodology means that an automated test has a multi-level structure and is written at the highest level in the form of a script describing some behaviour in a human-readable language. This makes automated tests accessible to understanding by all interested parties and allows attracting employees who do not have programming skills (testers, analysts) to the automation process. The BDD methodology allows reducing the time spent on manufactured products testing, improving the quality of testing [12] and making the
process transparent and understandable for all project participants. The framework on which BDD tests will subsequently be written is the basis of the whole methodology, its main element. That is why the choice of tools for the formation of the framework should be given increased attention. We’ll evaluate some of the most popular tools for testing automation using the selected criteria. The evaluation results are shown in the Table 1.

<table>
<thead>
<tr>
<th>Test complete</th>
<th>Winium (Selenium)</th>
<th>AssertJ + Gherkin</th>
<th>FEST</th>
<th>Jemmy</th>
<th>Squish</th>
</tr>
</thead>
<tbody>
<tr>
<td>Testing Java Swing UI</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Cheapness</td>
<td>-</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Requirements for Specialists</td>
<td>JS, Python, VBS</td>
<td>Java, PHP, Python, C#</td>
<td>Java</td>
<td>Java</td>
<td>Java (Open JDK)</td>
</tr>
<tr>
<td>Having a development community</td>
<td>4</td>
<td>3</td>
<td>4</td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>Easy to create and maintain</td>
<td>4</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Code transparency</td>
<td>4</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Speed of tests and getting results</td>
<td>3</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Scalability</td>
<td>2</td>
<td>4</td>
<td>5</td>
<td>5</td>
<td>4</td>
</tr>
<tr>
<td>Integration in CI/CD</td>
<td>3</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>2</td>
</tr>
</tbody>
</table>

As a result of comparing the above tools, the AssertJ + Gherkin tool was chosen as the most optimal according to the criteria of interest to us. Thus, to create a framework for automating tests using the BDD methodology using these tools, we will need to use the following software implementation tools:

1. JAVA programming language.
2. AssertJ library.
4. Integrated Development Environment IntelliJ IDEA.
5. Atlassian Bitbucket Git Solution.
6. A tool for creating Yandex Allure reports.

Using the technical equipment already existing in the department will help greatly simplify the process of deploying a test automation project. Thus, the JIRA project management system will help to quickly establish an effective workflow and teamwork, Confluence will provide convenient tools for the joint description of all project documentation for test automation, and using TestRail it will be possible to use and process ready-made test scripts for the needs of the project.

3. RESEARCH RESULTS

3.1. System for improving the efficiency of the software testing department

The support and development of the NTSwincash trading system in the company Mvideo Management LLC are handled by the Information Technology Directorate. Each new version of the system goes through several stages of checks before it is “flooded” with a productive environment (that is, the electronic equipment of real stores).

The process of developing and testing each new version of the NTSwincash system is structured as follows: the planned work front is conditionally divided between five Agile teams, each of which is engaged in the development and testing of improvements within its area of responsibility [13]. For example, the Agile 1 team is engaged in improvements within the Cashier module, the Agile 2 team is engaged in refinements of the Logistics module, etc.

Agile software development (flexible development methodology) is a series of approaches to software development that focus on using iterative development, dynamically forming requirements and ensuring their implementation as a result of constant interaction within self-organizing working groups consisting of specialists of various profiles.

Each Agile team consists of an analyst, developer, and tester. After the analyst formulates the terms of reference,
the developer proceeds to coding. Upon completion of coding, the tester performs testing to assess the quality of the new refinement within the framework of his or her module [14]. To do this, he or she manually goes through pre-prepared sets of functional tests (FT), aimed at detailed verification of a specific refinement within the framework of one module. Critical defects found during functional testing are immediately corrected within the team. All Agile teams work on the new version of the system in parallel, each within its own area of responsibility. After all Agile teams complete their functional tests, the code is assembled. This means that, for example, all five branches that were developed and tested by Agile teams merge into one common branch. After building the code, the testing department starts full-fledged regression testing. The main purpose of this testing is to make sure that the fresh code of all five Agile teams participating in the project did not “break” the existing functionality and does not conflict with each other. In regression testing, great emphasis is placed on a comprehensive check of integration between all modules of the system [15] in order to identify all errors that could have occurred when merging the five branches developed by the corresponding Agile commands with the new code. Regression testing (RT) is a lengthy process that is carried out by the entire testing department for about a month. All bugs found during the regression testing are logged in the Jira bug tracking system. The most critical bugs, which are vital to to “roll out” a new version of the system to a productive environment, are fixed immediately, in parallel with the regression testing process. Each time the code with the corrected defects is "poured" onto the test environment, the testing department conducts short Smoke-tests in order to make sure that the fresh code did not break the main functionality of the system.

After the Testing Department successfully completes the regression testing, the manager responsible for the release decides on the release of the new version to a productive environment. After putting the new version of the system into operation, defects that the testers did not find in the FT and RT process are reported by the users of the system who encountered problems when using it - sellers, cashiers, service zone managers, storekeepers, online store buyers, etc.

### 3.2. Selection of evaluation criteria

One of the main goals of the testing department is to minimize the number of defects that users find during operation on a productive environment [16] because in the end, every missed defect at the testing stage costs a lot of money to the company: if the box breaks when trying to pay for the goods, the buyer will not make a purchase if the online store freezes, a potential customer leaves the site without waiting for the page to finally load and goes to another store. Therefore, the price of fixing a defect found before the release is much lower than the price of fixing the same defect, but found after the release of a new version. It is also true that defect detection at the early stages of testing gives significantly more time to fix it. Ultimately, this affects the price of repairing the defect. For example, if some critical defect of the system was detected at the stage of functional testing two months before the planned date of the new system version release to a productive environment, then the company will have enough time to fix this defect in the planned mode. And if the same defect was discovered at the stage of functional testing 3 days before entering the productive environment, then naturally, the cost of fixing will be much higher because it will be necessary to find a developer, remove it from other tasks, because there is no time for planned correction of the defect. All these factors certainly affect the cost of fixing the defect. Thus, we can conclude that the earlier a defect is detected, the lower is the cost of fixing it. We take this formula as a basis and consider the process of searching for vulnerabilities in the new version of the system as the ratio of the number of detected defects to time.

### 3.3. Calculation of efficiency

To evaluate the effectiveness of the introduction of automated Smoke tests, it is necessary to collect statistics on the defects found over two time periods:

1. Testing period for a new version of the system until the introduction of automated Smoke tests
2. The period of testing a new version of the system after the introduction of automated Smoke tests

For this, it is necessary to upload for defects from the TestRail system. Due to the wide functionality of this system, it is possible to quickly generate a report on the given parameters and upload them in a convenient format for further analysis. Thus, complete unloading of system defects was performed for two releases for comparison. The data obtained are presented in the Table 2.
Table 2 Evaluation of the automated Smoke tests introduction effectiveness

<table>
<thead>
<tr>
<th>Stages</th>
<th>Development</th>
<th>FT (functional testing)</th>
<th>RT (regression testing)</th>
<th>Productive</th>
</tr>
</thead>
<tbody>
<tr>
<td>Week number</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>6</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td></td>
<td>9</td>
<td>10</td>
<td>11</td>
<td>12</td>
</tr>
<tr>
<td>The number of defects</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>4</td>
</tr>
<tr>
<td>found before the</td>
<td>4</td>
<td>5</td>
<td>3</td>
<td>13</td>
</tr>
<tr>
<td>introduction of</td>
<td>13</td>
<td>11</td>
<td>10</td>
<td>8</td>
</tr>
<tr>
<td>automated Smoke tests</td>
<td></td>
<td></td>
<td></td>
<td>14</td>
</tr>
<tr>
<td>Total for the stage:</td>
<td>2</td>
<td>12</td>
<td>34</td>
<td>39</td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>1</td>
<td>12</td>
<td>18</td>
</tr>
<tr>
<td></td>
<td>15</td>
<td>7</td>
<td>8</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>3</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>5</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>6</td>
</tr>
<tr>
<td>Total for the stage:</td>
<td>2</td>
<td>45</td>
<td>21</td>
<td>14</td>
</tr>
</tbody>
</table>

At the stage of functional testing, the number of detected defects in the system is less than at the stage of regression testing. The main flow of defects is detected at the stage of regression testing after manual passage of Smoke-tests. This can be explained by the fact that at the stage of functional testing, checks were carried out in parallel and in isolation for each module of the system. On the one hand, this is a plus since you can simultaneously test the development results of five separate Agile teams, but on the other hand, at this stage, the interaction of the updated system modules with each other is not checked at all.

Thus, after the code is assembled for five Agile commands and the regression testing stage begins, a large jump in the defects found related to the integration between the modules takes place immediately [17]. Key problems are identified with the help of Smoke-tests aimed at checking the operability of the basic functions of the system. Smoke tests are carried out during regression testing every time the code is corrected (for example, a defect was fixed, after which the system code was updated). In order to make sure that this code does not break the most important functions of the system, each time the test team passes Smoke tests). Typically, passing a Smoke test takes four testers on average 3-4 hours.

The process of passing Smoke tests runs parallel to regression testing, so it is necessary to understand that whenever there is a need for Smoke testing, it means that it will be necessary to distract several employees for almost half a day from performing regression testing (which certainly increases the time for passing regression tests).

Due to the fact that most defects are detected at the stage of regression testing, the problem of limited time and labor resources arises: the company does not physically manage to fix and test all the defects found because there is little time to fix it. Therefore, in the first place, the most critical defects are corrected, which is necessary for the new version to be installed in a productive environment. But still, some of the defects remain uncorrected and their correction is transferred to subsequent releases.

Thus, a new version of the software always enters a productive environment with several uncorrected defects. This does not affect the system’s performance in the best way, since it partially affects the number of bugs found by the system users themselves during its operation.

The introduction of a system of automated Smoke tests dramatically changed the situation described above. Since automated tests are launched without human intervention, it became possible to conduct Smoke tests much more often (the company began to practice nightly launches of Smoke tests, which allows seeing test results by morning and immediately begin to solve the necessary problems). Also, it became possible to run automated Smoke tests already at the stage of the functional testing. This solution provided for the beginning of the identifying process of different system modules integration key problems at the very early stages of testing.

After the introduction of automated Smoke tests at all stages of testing, the vast majority of defects began to be detected at the first stages of functional testing, which allowed the company to fix significantly more defects in a
planned mode before the release of a new version of the system on a productive environment.

4. DISCUSSING THE RESULTS

To reliably confirm the statistical significance between the number of defects found before and after the introduction of automated Smoke tests, we calculate the paired Student t-test at each stage of testing. The paired Student t-test is one of the modifications of the Student method used to determine the statistical significance of differences in paired (repeated) measurements. Paired Student t-test is calculated according to the following formula:

\[ t = \frac{M_d}{\sigma_d/\sqrt{n}} \]  (1)

where \( M_d \) is the arithmetic mean of the indicators differences measured before and after, \( \sigma_d \) is the average square deviation of the indicators differences, \( n \) is the number of subjects.

Since the launch of automated Smoke tests began to be carried out at the stage of functional testing, we calculate the paired Student t-test for this stage:

1. We calculate the difference of each pair of values \( (\bar{d}) \) in Table 5.

<table>
<thead>
<tr>
<th>Week number</th>
<th>The number of defects found before the introduction of automated Smoke tests</th>
<th>The number of defects found after the introduction of automated Smoke tests</th>
<th>Difference ( (\bar{d}) )</th>
</tr>
</thead>
<tbody>
<tr>
<td>4</td>
<td>4</td>
<td>12</td>
<td>8</td>
</tr>
<tr>
<td>5</td>
<td>5</td>
<td>18</td>
<td>13</td>
</tr>
<tr>
<td>6</td>
<td>3</td>
<td>15</td>
<td>12</td>
</tr>
</tbody>
</table>

2. Find the arithmetic mean of the differences by the formula:

\[ M_d = \frac{\sum d}{n} = \frac{33}{3} = 11 \]  (2)

3. Find the root mean square deviation of the differences from the average by the formula:

\[ \sigma_d = \sqrt{\frac{\sum (M_d - d)^2}{n-1}} = \frac{\sqrt{(11 - 8)^2 + (11 - 13)^2 + (11 - 12)^2}}{3 - 1} = \sqrt{7} \approx 2.65 \]  (3)

4. We calculate the paired Student t-test:

\[ t = \frac{M_d}{\sigma_d/\sqrt{n}} = \frac{11}{2.65/\sqrt{3}} \approx 7.19 \]  (4)

5. Compare the obtained value of paired Student t-test 7.19 with a table value, which with the number of degrees of freedom \( f = n-1 = 3-1 = 2 \) and the significance level \( p = 0.05 \) is 4.303. Since the obtained value is more than critical, we conclude that there are statistically significant differences between the number of defects found at the FT stage before and after the introduction of automated Smoke tests.

Similarly, we calculate the paired Student t-test for the stages of regression testing and operation on a productive environment. We obtain the Student t-test values for RT \( t = 4.92 \) and for the productive \( t = 5.77 \). Both values are more than critical (equal to 4.303), which indicates the presence of statistically significant differences between the number of defects found before and after the introduction of automated Smoke tests at the RT stage and at the operational stage in a productive environment.

We also calculate the time saved by hand testers through automating the Smoke testing process. As a rule, 4 testers were allocated to pass one Smoke test manually. The average time for which they fully completed all the tests was 3.5 hours. We calculate the total number of man-hours \( (mH) \) that was spent on manually passing one Smoke test:

\[ MH = 4 \times 3.5 = 14 \]  (5)

For one period of regression testing, Smoke testing was performed, as a rule, about 5 times. We calculate the total number of man-hours \( (mH_{\text{total}}) \), which was spent on performing Smoke-tests for the entire period of regression testing:

\[ MH_{\text{total}} = MH \times 5 = 14 \times 5 = 70 \]  (6)

Thus, we can conclude that the introduction of automated Smoke-tests saves 70 man-hours in the testing department for the entire stage of regression testing of the next version of the software product for solving other problems.
5. CONCLUSION

As part of this work, an analysis of the subject area was carried out, during which the main aspects of such an important stage of the software development life cycle as testing were considered. They also considered the basic principles of organizing an automated testing system in the IT departments of companies. It is concluded that in the IT departments of large companies, it is especially important to organize the process of specially organized automated testing.

Thus, from the introduction of a system to increase the efficiency of the software testing department due to a complex of automated Smoke-tests based on the selected testing tools, several positive effects were achieved at MBM LLC:

1. Now there is an opportunity to automatically run Smoke tests at any time of the day without distracting manual testers from performing other tasks.

2. Now there is an opportunity to pass Smoke testing much more often.

3. The time for manual testers to perform other tasks was freed up (70 man-hours for one stage of regression testing).

4. By saving time on passing Smoke tests, the time taken to complete regression testing was reduced.

5. Due to the fact that it became possible to implement runs of automated Smoke tests at the stage of functional testing, it became possible to identify system integration defects at the very early stages of testing the new version.

6. The number of defects found in a productive environment after the release of a new version was significantly reduced (by 25 defects).
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