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Abstract—The paper proposes a methodological approach to the construction of modern software systems, as well as the creation of computing resources available via the Internet. The presented approach has been tested in practice. In the article it is considered on the example of the implementation of the integrated software INTEC for the study of the problem of energy security. Proven methods and technologies are also used to solve the problem of legacy software OPTCON for optimal control problems, which was also used to solve applied problems from various scientific and technical fields.
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I. INTRODUCTION

In recent years, the development of information technology is a clear example of the fact that the development lines of application software systems and the Internet, or rather, Web technologies, tend to combine into a single open system that integrates both components [1, 2]. The need to use open system capabilities is due, in particular, to the increasing use of a variety of hardware platforms running applications designed to solve an ever wider range of problems. The introduction of heterogeneous systems and the desire to share data between such systems have led to the need for their work together. In addition, compatible binary computers promised software portability from platform to platform.

The impulse to use open system capabilities comes not only from users. It comes from both developers concerned about the need to reduce costs and time to migrate their applications to various platforms, as well as from manufacturers trying to develop new platforms on which a wide range of applications can run.

The term legacy software is used in cases when it comes to software that, due to the development of information technologies, has ceased to meet the requirements of modern basic hardware and/or software or due to some factors is morally obsolete. Transferring programs from single-user and single-task operating system DOS, within which a large number of programs have been implemented, to the operational space of the Internet is one of the most popular tasks. This is primarily due to the transition from individual work with software to projects distributed in time and space.

In fact, the entire software potential accumulated over the last 15–20 years turned out to be unclaimed, firstly, due to the lack of support for compatibility of modern operating systems with DOS, and secondly, due to the failure of users from outdated interfaces. The accumulation of a mass of legacy software became especially noticeable in scientific institutes in connection with the departure of most of the developers of software packages.

II. THE PROBLEM OF LEGACY SOFTWARE

A natural way to solve the problem of legacy software is to rewrite programs using debugged algorithms for new hardware and software architectures, which is not possible, at least in the near future, due to a large number of legacy software and the lack of qualified personnel. The situation is...
aggravated by the fact that during the crisis of domestic science, the source codes of many programs were lost.

Thus, it can be stated that:

1) there are a large number of legacy software,
2) there is a need to use it,
3) it is impossible to rewrite most of this software.

Therefore, it is required to set the task of finding a universal way to use legacy software.

Generally speaking, the problem of legacy software arises in the world of information technology every time a revolutionary change in technology.

One of the most popular solutions to the problem of legacy software is the use of middleware. The main idea of the approach is the creation of some intermediate layer between the legacy software and the end-user or some other software. In other words, such a layer will provide the required user or program interface and hide all details of "communication" with legacy software.

When creating software systems INTEC and OPTCON (which will be discussed below) the authors also had to deal with the legacy software problem. In the case of INTEC, system such a legacy component was a program which solves the mathematical programming problems. In the course of this work, the basic principles of creating programs based on legacy software were formulated [3, 4].

Let's start with the analysis of the structure of any program. All programs can be logically represented as three interrelated parts:

1. Functional part – contains the logic of the program and implementations of all internal algorithms.

2. Program interface (API) – contains a set of «public» functions with defined parameters and return values.

3. User interface (UI) – contains a set of any external manifestations of the program execution. Naturally, we will not consider extreme cases when, for example, the program manifests itself only by the sound of the computer speaker or by flashing of the keyboard LEDs. Space of the program user interface includes any information transmitted to the user or received from the user.

Based on this, we can reformulate the problem of legacy software as follows: access to the functional part of the program by using other software or user interface.

III. THE TECHNOLOGIES FOR SOLVING THE LEGACY SOFTWARE PROBLEM

Historically, one of the first industrial technologies aimed at solving the considered problem was the CORBA technology (Common Object Request Broker Architecture) proposed by the OMG consortium (Object Management Group). Then came the "proprietary" technologies RMI (Remote Method Invocation) from Sun Microsystems company and COM/DCOM (Component Object Model/ Distributed COM) from Microsoft Corporation.

The basis of all technologies is the same mechanism for the remote calling of object procedures (Object Remote Procedure Call – ORPC), the scheme of which is presented in Fig. 1.
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4. Writing the actual client applications using the implemented server.

A simplified architecture of such the system is shown in Fig. 2. The client sends a request to the server application, which converts it to a form that the legacy program understands. After the query is executed, the legacy program returns the result to the server application, which it converts into a form that the Client understands.

![Software architecture providing access to legacy software](image)

The main problem when working with legacy software implemented in the scientific environment is its solidity (that is, in fact, mixing the user interface and the computational core), which significantly complicates its integration into modern software.

The OPTCON software package (Section 3.1) is a console-based dialogue application running in the "question-answer" mode. Accordingly, the simplest way, in this case, is to create middleware, which, on the one hand, would provide the RMI interface, and on the other hand, could access OPTCON using software channels that are standard in Unix and Windows OS to call a mid-level program led to the sending of an appropriate message to OPTCON.

Using the terms of the client-server architecture technology, in the proposed scheme for solving the problem of legacy software, the following three levels can be distinguished:

- the data level: the inherited software;
- the level of subject logic: the middleware;
- the presentation level: software that implements the user interface.

The correspondence between the levels in the client-server architecture and the possible architecture of the software that uses legacy software as the main computing core is shown in Fig. 2. Generally speaking, in such a scheme there can be not three, but more levels. The division into levels may imply the degree of the software distribution.

A. OPTCON Software

OPTCON, focused on the study of optimization problems of controlled dynamic systems, was used as legacy software. The first version of OPTCON [5] was implemented in C language for the MS-DOS operating system and was handed over to the customer in 1990. This version was used to test the legacy software methodology developed by the authors.

The name of the long-term OPTCON project on the numerical solution of a wide class of optimization problems originates from the abbreviation of the terms “OPTimal CONtrol” since the first of the implemented software systems was focused on solving optimal control problems. The project is created at Matrosov Institute for System Dynamics and Control Theory of SB RAS (formerly the Irkutsk Computing Center of the East-Siberian Branch of the USSR Academy of Sciences) since 1988. This organization also implements MAPR projects (“Mathematical programming in multidimensional problems” for BESM-6, the head of the project was Prof. A.I. Tyatyushkin [6]) and KONUS (“Integrated optimization of nonlinear controlled systems” for ES EVM, the project leader was Ph.D. A.I. Zhuludev) [7, 8]. The OPTCON project is the development of these projects implemented for IBM-compatible computers [9].

Within the OPTCON project, the following software systems have been developed: OPTCON-I for nonlinear optimal control problems with terminal and phase constraints [5]; Computing server OPTCON-II for solving optimal control problems (OCPs) in remote access mode via the Internet [10]; OPTCON-MD for problems of phase estimation and approximation of the reachable set [11]; OPTCON-III for non-linear non-convex OCPs [12]; OPTCON-F for the study of functional differential equations of pointwise type [13] and others. The functional content of the OPTCON series software is composed of multi-method algorithms based on both the theory of finite-dimensional optimization and the theory of optimal control.

Using the software OPTCON, a lot of applied problems were solved from various fields, in particular, the optimization problem of the silicon-germanium quantum structure (the Keating potential minimization) with more than 20 million static variables [14] was solved. The nonconvex optimization problem of the molecular structure for Morse potential with a record dimension of 240 atoms (720 variables) [15], the problem of optimization quantum dots in microwave field [16] was investigated by considerable software.

B. INTEC Software

INTEC PC [17] is used to study the development directions of the fuel and energy complex at the regional and federal levels.

INTEC Software was designed and implemented in a three-tier client-server architecture.
The first level is the user interface level, it is responsible for presenting information to the user and maps actions into function calls.

The second level is the level of domain logic that implements the main functionality of the application.

The third level is the level of resources. Usually, it has a SQL server, legacy systems, and other necessary applications.

The interaction between the first and second levels is organized using RMI technology, between the second and third levels – using the SQL language. The main advantages of this architecture are scalability and a high degree of reuse [18], as well as flexibility, portability, and customizability [19].

In INTEC, the user interface is a program implemented using the Swing classes of the Java language, which implies the use of Sun's java-plugin on client computers. In the implementation of the OPTCON PC, it was decided to apply the user interface in the context of an Internet browser, which allows for greater mobility in the operation of a PC.

The application of the component approach involves the design and implementation of software-based PCs so that later you can use the components of this PC to implement other PCs. The meaning of the component approach is to create programs from small components within a cohesive environment and then use these components for other projects.

As a classic example of a component approach to programming, Sun's Enterprise Java Beans (EJB) technology can be cited. EJB components operate in a so-called EJB-container and can send messages to each other by calling methods or have shared.

IV. CONCLUSIONS

The rapid development of information technologies has led to the fact that in recent years the situation in the field of developing software and information support has changed significantly. The spread of the Internet has served as an additional incentive to spread the object approach and the concept of open systems. The problems of cross-platform portability have become actual, the component approach to the design and implementation of software has become common.

The paper proposes a methodological approach to the construction of modern software systems, as well as the creation of computing resources available via the Internet. The proposed approach has been tested in practice. In the article, it is considered on the example of the implementation of the integrated software INTEC for the study of the problem of energy security. Proven methods and technologies are also used to solve the problem of legacy software OPTCON for optimal control problems, which was also used to solve applied problems from various scientific and technical fields.
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